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ABSTRACT

A VIRTUAL REALITY-BASED TRAINING ENVIRONMENT DESIGNED FOR HANDS-ON EXPERIENCE OF SOFTWARE DEVELOPMENT

Güleç, Ulaş
Ph.D., Department of Computer Engineering
Supervisor : Prof. Dr. Veysi İşler
Co-Supervisor : Assist. Prof. Dr. Murat Yılmaz

November 2018, 126 pages

This thesis study proposes an environment that provides an interactive virtual reality experience for individuals about the tasks of software development process starting from requirement analysis through software testing. The environment transports participants to the virtual world of a software development organization where they experience development problems. In this environment, the participant takes on the role of a novice software developer being recruited into a virtual software development organization who should work alongside five virtual characters, played by artificial intelligence. This virtual world has a unique time-line where some virtual characters serve as the company guide. This exclusive viewpoint draws participants from the 2D separation of the classical experience and places them into the virtual world of software development. Therefore, participants have a chance to experience the problems occurred in software development process created for simulation. To understand the effectiveness of the system it was tested with 32 students who are studying at computer engineering department. According to the results obtained from the tests, the designed training platform is a useful tool that can be efficiently used in the training of individuals about the software development process.
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CHAPTER 1

INTRODUCTION

Software is a set of instructions designed to fulfil specific requirements of a user [1]. However, defining its requirements and implementing of software is a very complicated process [2]. Consequently, many software projects fail to deliver acceptable outcomes due to dynamic changes in requirements [3]. A reason for this is that novice software developers cannot show a variety of skills especially during their on-boarding process [4]. To bridge this gap, it is essential to provide hands-on experience in a virtual environment for novice practitioners where they can practice the real life problems without having actual risks.

Virtual Reality (VR) is a technology that generates 3D environments in which users can highly interact with various input and output equipments [5]. The aim of this technology is to immerse a user in a computer-generated environment and produce the feeling that they are physically in this environment [6]. Hence, it provides a beneficial and immersive training environment that includes real-life conditions for individuals [7]. Virtual environments are used to increase the level of knowledge and experience of people working in many different fields, and to experience the problems and events that they may encounter in real life [8]. Due to this property, in the last two decades, VR becomes a very popular area [9] that provides opportunities in different domains [10].

There are several different VR applications in different domains including education [11], sports [12], psychology [13] and medicine [14]. With the progress of technology in VR over time, both the number of VR projects, the number of companies that deal with VR projects and the number of domains where VR projects are completed are also increasing rapidly [15]. Many businesses are investing in this area to
take advantage of the benefits of VR technology [16].

These studies show that VR is an effective training tool that can be used to increase individuals’ level of knowledge and experience in different working spaces. Hence, the aim of this study is to increase the experience and knowledge levels of novice software engineers about the tasks related to software development process by designing a 3D virtual office environment. By using the potentials of a virtual office, a task-based software engineering training can be conducted independently from customers and instructors outside traditional office environments. Ultimately, an evidence-based training in a virtual office environment promotes self-directed learning with case-based assessments which is likely to improve performance and skills of students. Therefore, the proposed VR environment is an opportunity for participants to practice software development tasks repeatedly to improve their practical skills before gaining real-life experiences.

The research questions of this thesis are determined to guide the research as follows:

- **RQ 1:** Can the proposed training environment increase performance of students on software engineering tasks (e.g. requirement capturing, coding, testing, etc.)?

- **RQ 2:** Can the proposed training environment motivate the students for exercising the tasks related to the each phase of SDLC?

The overall structure of this thesis takes the form of six chapters; including this introduction chapter. The remaining parts of this thesis are structured as follows:

**Chapter 2** firstly creates the background of the research by giving the definitions of software and software development, illustrating the importance of software engineering, software development processes and methods, and criticizing why there exist several different software development methodologies. Then, this chapter also explains the importance of VR applications in the education domain and details the studies which were developed to train the individuals about the software development process.

**Chapter 3** details the system description by presenting the interfaces, the users and
their functionalities. In addition, this chapter also mentions about the technologies used for the applications in the scope of this research.

Chapter 4 begins by describing the research techniques in the literature. After that, the research technique used in this study is demonstrated with the reasons of selection. In addition, this chapter also includes the mechanism of the proposed system, information about the participants of the study and the threats which may affect the results of the study in a negative way.

Chapter 5 mentions how the developed system was tested by the participants and how the results obtained from the tests were analyzed by using statistical tests. The visual elements are also used to show the results more clearly. In addition, the opinions of the participants about the system are also illustrated in this chapter.

Chapter 6 gives a summary of the overall study. Then, it tells the conclusions and future works of the study. Finally, the dissertation is concluded by explaining the future works.
CHAPTER 2

BACKGROUND AND RELATED WORKS

The literature review has been presented in two different parts. The aim of the first part is to create the background information of the study since this study aims to produce a virtual training environment to teach the basics of the software development process to novice software engineers. To accomplish this aim, this part begins by explaining what software, software development and the phases of software development are, and it discusses the importance of software engineering, software development processes and methods, and why many software development methods are needed. Then, this part also compares the existing software development methodologies in order to show the reasons why many software projects fail although there exist several different software development methodologies.

After determining the missing points of the existing software development methodologies, the second part of the literature review begins to find the solution that improves the effects of the software development process on projects. In this part, the importance of using VR applications for training purpose is indicated by giving example studies in the literature. Furthermore, tools used for software engineering training are explained in detail by comparing with each other. Based on the comparison, the missing points of the existing tools in the literature are listed. Finally, a brief summary of this chapter concludes the literature review of the study.

2.1 Definitions of Software, Software Development and Software Engineering

Software is an expandable, functional and programmable product that can run on a computer [17]. Although the definition of software appears to be simple, the structure
of software including analysis, design, development and testing steps is very complicated [18]. Hence, software is a product obtained after several long processes. At this stage, the definition of software development becomes more meaningful since software does not have a simple structure.

In 1971, Weinberg [19] described software development as a human activity that consists of design, creation, implementation and maintenance phases. It can be also defined as a combination of several significant phases that lead to transforming customer requirements to a software product [20]. These phases are:

- **Requirement Analysis:** It is a phase that describes for what reason the system is going to be created [21]. In addition, this phase also converts the needs of customers to system specifications [22]. Pereira and Soares [23] point out the importance of the requirement analysis phase in their study. They consider that if the requirements of a system cannot be accurately determined, it causes to develop useless products. In support, based on the CHAOS report released by the Standish Group in 2015 [24], the requirement analysis has become more critical nowadays since the failure rates in IT projects are very high due to determining the wrong requirements. This issue is essential for software companies because, if an error in a system is detected at the last stages of software development life cycle (SDLC), it is more costly for companies to repair it at the final stages than to repair it at the beginning stages. Therefore, the requirement analysis plays a key role in the development of software to develop more accurate and less costly products since it is the first phase of a SDLC.

- **Design:** This phase contains a set of activities that should be accomplished to develop a system [25]. It is also a decision-making phase for selecting the technique to complete the modules in the system [26]. This phase plays a key role in SDLC. According to Karimi [27], the number of logical errors between 36% and 74% is detected in the design phase. Although each phase is significant to develop the projects properly, the design phase is more important than the other phases since it affects the future of the systems [28]. If a system is designed well, it fulfils the future expectations from the system.

- **Implementation/Coding:** This phase aims to classify and construct the cod-
ing and algorithm part of the system by taking into account of constraints and demands obtained from the requirement analysis phase [29]. In addition, the programming parts of the systems are also conducted in this phase based on the tasks determined in the design phase [30]. Due to these properties of the implementation phase, it directly affects the quality of the end product.

- **Testing:** It is a phase of software development considered as a frequently used verification technique that finds errors in a system [31]. In addition to this definition, testing is a combination of both verification and validation methods that consist of test plans, designs and procedures [32]. This phase is a significant step in SDLC since it improves the quality of the product by finding and fixing the missing points of the system [33]. In support, Ralph and Kelly [34] administered an interview with 191 professionals in software engineering in order to understand the factors that affect the success of the software product. According to results of the interview, participants feel safer after the product passes the testing phase since they trust that all errors of the system are straightened in testing stage.

- **Maintenance:** Maintenance phase provides changes, corrections and improvements to the system after it is delivered to customers [35]. There are several different types of improvements and changes such as corrective, adaptive and perfective in the maintenance phase to make the system work properly [36, 37]. Schneidewind [38] points out that keeping the system appropriately running after delivering to the customer is an important and critical stage for the companies since it reflects the success of the software produced by applying whole stages of software development. If the customer cannot be satisfied in this phase, the entire work becomes useless. In support, April and Abran [39] agree with the importance of the maintenance phase since customer expectations are met at this stage.

These studies in the literature show that each phase of software development plays a critical role in developing useful and successful products. Hence, software development is an important issue such that its phases should be thought of and carried out as engineering concepts in order to produce measurable, evaluable, reusable and
replicable products which have concrete outputs \cite{40}. Although it is an essential issue, most software projects fail \cite{3}. According to the National Institute of Standards and Technology (NIST), the annual loss of unsuccessful software projects to the US economy was about $ 59 Billion in 2002 \cite{41}. When todays data is analysed, the total worldwide financial loss of failed software in 2017 was around 1.7 trillion dollars \cite{42}. These numerical values illustrate that most of the software companies waste both time and money for developing completed software. In order to avoid such undesirable circumstances, the software development process should be designed based on an engineering point of view since the end product requires systematic development.

The systematic development within the engineering perspective creates the "software engineering" concept. Software engineering is a set of engineering activities that manages the phases of SDLC in order to produce high quality software products \cite{43}. It is a discipline that tries to solve problems occurred in software development by organizing the phases of SDLC \cite{44}. Therefore, it improves the performance of software within a systematic scheduling to achieve software quality \cite{45}. Software quality measures both the software development process and the software product based on a number of factors \cite{46}. The studies \cite{47,48,49,50} in the literature analyse and list these factors as: Correctness, Reliability, Efficiency, Integrity, Usability, Maintainability, Flexibility, Testability, Portability, Reusability, Functionality, Operability, Compatibility, Modifiability

The studies in the literature illustrate that software should be developed within a methodology that is systematically designed to meet the software quality criteria. However, the methodology can differ based on the properties of software and company resources. Therefore, companies need to manage the phases of SDLC according to their resources and the requirements of their customers in order to provide those software quality criteria. The next section is going to explain the different software development methodologies in detail.
2.2 Software Development Methodologies

A software development methodology is a method that applies the phases of SDLC in different way based on the organizations’ resources, and the customers’ requirements. Hence, there are several different software development methodologies which help organizations to produce cost-effective and successful projects. The commonly used methodologies are:

- **Waterfall Development:** Royce [51] developed this model based on his experiences on the development of software projects. This model suggests that each activity in the process of software development should be planned and scheduled before performing on them. It has a specific order to implement the phases of SDLC. The next process cannot start until the current phase is completed. The outputs or findings of a phase is going to be the inputs of the next phase. It is suitable when the requirements are well defined, the scope of the project is not complex and the requirements do not need to be changed rapidly.

- **Prototype Development:** Sommerville [52] describes this approach as a prototyped version of a software product is produced to show a set of features of the software product to the user. The goal is to acquire a certain degree of understanding about design options and the problems occurring in the development of a product. Since users can utilize the prototype and understand its deficiencies more easily, software developers have an opportunity to design and implement the product based on users’ feedback. Thus, the customers have a chance to test the prototype for better improvement.

- **Iterative and Incremental Development:** A detailed study of iterative and incremental development by Victor [53] reports that projects are developed iteratively and incrementally in this type of software development model. "Iteratively" and "incrementally" mean that the phases of SDLC are in a loop until the user accepts the project. The products that are created after the implementation phase are shown to users to obtain their opinions about the system. Then, it is updated based on these opinions. This process continues until all users requirements are achieved.
• **Spiral Development**: Boehm [54] defines this model as an evolutionary software model that uses risk assessment techniques for software components. This model has loops which visit the software development phases. Each loop starts with an objective definition in terms of performance and functionality and continues to plan how the objective can be achieved. The following iteration attempts to solve the risks gathered from the previous step.

• **Rapid Application Development**: is an adaptive approach that frequently uses risk mitigation techniques such as prototyping [55]. In addition, it also increases the productivity by focusing on changes reducing the total delivery time and verifying the solution that works for end users since they are a part of the development team during the software development process [56]. Therefore, agile methods are used for rapid application development where developers and customers collaborate beginning from the design phase of a software project.

• **V-Shaped Model**: This is a type of waterfall development model that differs in verification and validation techniques [57]. Testing of the product is completed with the phases of SDLC simultaneously. This means that each phase has a testing operation.

• **Agile Development**: The goal is to minimize the total cost, to produce high quality products and to decrease total project time by adapting any updates and changes iteratively [58]. Although there are different methodologies that can be considered as Agile Software Development such as Scrum [59], Kanban [60] and Extreme Programming [61], the general idea is to meet user requirements and expectations whenever required or desired. In this method, the collaboration between team members, the communication between organization members and customers and testing are very significant concepts rather than classical phases of software development. The short-term objectives are determined rather than the long-term objectives.

There exist many different software development methodologies in the literature since none of them can be applicable to all types of software projects [62]. This means that the software development methodologies have both advantages and disadvantages since their components differ from each other [63, 64].
There are various studies in the literature which compare the existing software development methodologies. In the first study, Saxena and Upadhyay [65] compared waterfall and prototype development methodologies. In this study, the total development time, expenditure to develop the project and user satisfaction were designated as factors that determine whether a project is successful. In the light of these factors, both methods have a number of advantages and disadvantages similarly to the other software development models. The advantages of the waterfall development model can be listed as having well defined stages, being easy to understand and easy to use, and having a simple implementation process. In addition to these advantages, this model requires minimum resources to complete a project in comparison to the other models. On the other hand, this model also has a number of disadvantages, the first of which is that the system cannot be used for requirements not occurring at the beginning of the development stages. Another disadvantage is that this model does not allow users to be involved in the development process of a system from the beginning. In the prototype development model, users are included in the project development process from the beginning of the project. This means that the users can continuously give feedbacks about the project. Therefore, errors may be easily detected. In summary, the waterfall development model is suitable for well-defined projects which require minimal updates when the prototype development model should be used to develop more complex systems due to its dynamic and flexible structure.

Drury-Grogan and Kennedy [66] compare the waterfall and agile development models in their study. According to this study, the waterfall model enables project members to focus on the project tasks, which occur in a linear sequence. A new task starts after an existing task is completed. Thus, the aim of project members is to complete the tasks assigned to them within the time schedule. For this reason, the project can be easily managed. Although this can be seen as an advantage, it also brings some disadvantages. The first disadvantage is that the different teams are generally assigned to each phase of SDLC in the waterfall development model. This situation causes a continuous lack of sharing of knowledge and information among team members due to every team member focusing on his own respective task. Thus, there is no strong interaction between team members. Another disadvantage is that the project is tested in the last stages of SDLC. This is a significant deficiency of this method since al-
most every project requires reworking. In addition, if a company wishes to rework a project to rectify problems, the operation would be costly. The agile development model fills these lacunae in the waterfall development model. It allows for an iterative development of the project since the process of this method is dynamic. Therefore, any new demands from customers may be more easily performed. Short-term tasks are assigned to small teams which have high-level interactions between members.

A significant analysis and discussion on comparing the software development methods was presented by Moniruzzaman and Hossain [67]. This study illustrates the deficiencies of existing traditional software development methods by comparing them with the agile development model. According to this study, traditional software development models feature the importance of planning instead of adapting customer requirements, which seem to occur after a project starts. This situation makes the projects more manageable; however, the studies in the literature [68, 69] indicate that easy management of a project is not meaningful if it does not satisfy customer expectations. Traditional methods attempt to guarantee to finish a product based on the requirements determined at the beginning of the project, whereas the aim of the agile development model is to integrate the customers’ new requirements into the system rapidly. Consequently, more qualified products can be produced at the end of the development process. Additionally, the agile development model brings other advantages. The first additional advantage is that it divides the objectives into the small tasks. Thus, the time needed to complete a task is short. This provides rapid development in addition to a rapid testing environment. Another advantage is that customers are included in many aspects and steps of the project development process. This produces opportunities for customers and developers since customers can see any missing or undesirable parts of the projects, thereby enabling developers to deal immediately with any deficiencies in a project. The last advantage is that this model reduces the total reworking cost since the errors in the system are detected in the early stages of the software development process.

Another comparative study completed by Mishra and Dubey [70] illustrates the similarities and differences between the waterfall, V-Shaped, spiral and rapid application development methods by explaining both the advantages and disadvantages of each software development model. According to this study, the waterfall develop-
ment model cannot be applicable to a project in which requirements are dynamically changed or updated. The other models were discovered to fill this gap. For example, in the spiral development model, the developers start with a small set of requirements at the beginning of the project and, if necessary, add new requirements in the following stages. However, this dynamism causes delays in the delivery of projects if the manpower is not adequate to complete any complex systems. The V-Shaped model is an improved version of the waterfall development model in terms of the testing phase. Although testing occurs after each phase, the requirements cannot be easily included in the project development phase. The rapid application development model can have projects finish in a short-time period if the requirements are well-defined; however, the error rate may increase in the end product.

These studies in the literature illustrate that the existing software development methodologies cannot satisfy all non-functional requirements in which the end product should contain. This means that each of them has some disadvantages. Because of this reason, they may provide the requirements of the applications in a limited way. Hence, they need to be improved in order to enhance the quality of the projects. In accordance with this purpose, the literature has been scanned to find any studies that have been carried out to determine the factors that make the existing software development methodologies ineffective.

There are a number of studies [71, 72, 73] in the literature showing that the software development methodologies are generally hard to be trained for software development teams. Especially, the agile development needs to be combined with other techniques such as "user centered design" [74] or "model driven development" [75] in order to be successfully deal with development challenges. The reason for these challenges is that the software development methodologies are hard to understand without real-life practices. Although software development methods are well-understood by experienced managers, they cannot easily transfer this tacit knowledge since novice practitioners do not fully comprehend the technical details of software development [76]. Therefore, members in a software development team have to play different roles during the software development project since they try to close each other’s deficiencies to bring out a successful software product. For this reason, roles in software team members become exchangeable since the ultimate goal is to deploy the software
product [77]. However, if an introvert person is involved in the project, this situation directly affects the quality of the software development process since the communication between the team members cannot be performed properly [78]. In particular, in some software projects, team members should self organize to successfully complete the software projects when their roles are not well-defined [79]. However, this situation can also directly affect the success of the project negatively, due to the fact that the workload within the team is not equal and that the self-organized people may not share information.

When the above paragraph is summarized to illustrate the main drawbacks of the existing software development models, the improvement of the following substances is important to enhance the impact of the models on the projects:

- To increase the knowledge and experience levels of the project members regarding the applied process.
- To better identify the roles of individuals in the project team.
- To give more detailed information team members about their duties in the project.
- To accelerate the adaptation process of new participants to the project.
- To choose more suitable people for the project.

As a result of this section, software development is a discipline that aims to standardize the tasks of software production. There are many different methodologies proposed for software development. These methodologies, however, possess the same sequential stages (i.e. requirements gathering, design, implementation, testing, and integration) for both traditional and agile approaches. Each software project includes these steps, without being dependent on the software development methodology. In other words, the tasks that arise in the phases of software development are not dependent on the software development process. Consequently, a software practitioner should know all these phases from both theoretical and practical point of view. However, apart from the methodology chosen for production, novice software practitioners should gain hands-on experience for all stages of software development.
Therefore, this study proposes a process-agnostic training environment that encapsulates experience-based training for novice software engineers. The next section will explain the benefits of VR applications when they are used to improve individuals’ experience and knowledge levels.

2.3 Importance of Using Virtual Reality Applications in Education

In this study, a VR environment is created to provide a workspace where the participants can increase their both knowledge and experience levels about the basis of software development process. Hence, it is important to figure out the importance of the VR applications developed for training purposes. To achieve this, the literature review was conducted to find similar studies that aim to train individuals in different domains by using VR technology.

Fang and Teizer [80] developed a virtual environment to train both crane operators and ground personnel. The aim of this study is to increase the collaboration between crane operators and ground personnel by reducing the mistakes during a construction. The cranes, construction materials and buildings used in real environment during construction were modelled and integrated to the virtual environment. The training program is scenario-based and it is expected that people perform certain tasks in each scenario. The designed virtual environment is a multi-user environment and offers instant communication between users. In this way, the users can prepare themselves against the problems they may encounter in real life by experiencing these problems with the communication created in the virtual environment. This environment has been tested by construction graduate students. According to the results of this test, the practice in the virtual environment improves the skills of the participants. In another study by Bliss et al. [81], a virtual environment was designed to increase the navigation capabilities of firemen. In order to understand the effect of the virtual environment, participants divided into three different groups as blueprint, VR and no training. According to the results of this training program, the VR is an effective tool that can be used in education domain. Seymour et al. [82] conducted a study to illustrate the effect of VR when it is used as a training tool. The aim of this study is to improve the abilities of the medical students by creating a virtual environment. A group
of student (N = 16) was equally divided into two different groups, VR and non-VR. At the beginning of the study, a pre-test was administered to evaluate the knowledge levels of the students before training program. After the training program, a post-test was also administered to illustrate the development of the students. According to the results obtained from these tests, students who studied with VR developed themselves more than the students who worked with traditional methods. In the same vein, Kandalaft et al. [83] has a study to improve the social abilities, attention and functioning of young adults who are diagnosed with autism at high levels. In Second Life, an area including offices, buildings, shopping and coffee shops, restaurants, schools and parks was reserved for only this training program. This virtual environment was used by eight participants. The avatars in the virtual environment were modelled considering the appearance of the participants in order to increase the reality. The designed training program was scenario-based and the scenarios such as meeting new people, ordering food, conducting relationships with friends, making financial decisions were designed to increase participants’ social skills. A pre-test and a post-test were administered to the participants in order to observe the development of the participants’ skills. The results of these tests illustrate that virtual environments can be used as an important training tool which enhances individuals’ abilities. Another study completed by Elledge et al. [84] contains a virtual environment to increase the abilities of medical students in treatment methods for maxillofacial emergencies. Throughout their education life, there is no environment in which students can gain experience in this regard. The students involved in this study used the virtual environment to fulfil for these shortcomings within a month of training. The virtual environment involves scenarios which consist of ten intervention directives frequently occurring in real life. A pre-test and a post-test consisting of twenty multiple choice questions were administered to determine the improvement on the skills of the students. The qualitative results obtained from the tests illustrate that there is a significant difference between the students’ post test and pre-test scores in positive manner. Therefore, a virtual environment is an effective tool to train the individuals.

These studies in the literature show that VR is an appropriate tool used in the training of individuals in different working areas. The next section will mention about the training tools, including VR, developed for software engineering training.
2.4 Tools Used in Software Engineering Training and Simulations

There are several different studies in the literature that train individuals about software engineering concepts. While most of these studies are 2D or board/card games, and involve many features of serious games, 3D virtual environments are also designed to enable individuals to experience a more active learning process in some other studies.

An example study in this area was carried out by Baker et al. [85]. In this study, a card game was developed with the aim of increasing the level of experience of people about software development processes without involving real life risks. The game is multi-player and each player is given tasks similar to tasks in real life projects. The players must perform these tasks as soon as possible to meet the customer’s requests in accordance with their budget. This game includes phases of the Waterfall Development Model as a software development methodology and the players give decisions related to project management as the project team leader. According to the results of the study, this card game is a beneficial training tool that can be used to support traditional methods since it creates a competitive atmosphere among the players which encourages people to play.

Bollin et al. [86] developed a simulation framework to experience different software development methodologies for the participants. This framework is a computer application that contains elements similar to flowchart components. Hence, the participants can develop the projects or decide on a topic by connecting these elements to each other. In this way, the participants have a chance to improve their experience levels on project development without living real experiences.

The idea of using games in software engineering education is also supported by Hainey et al. [87] who produced a game that helps individuals about how the requirements of a project should be gathered and analyzed. In this game, the players should manage and complete the software projects with different roles such as team leader, system analyst, designer or project manager. The game was supported by non-player characters who direct the players about their tasks. This game was tested with 92 students to figure out whether the game is an effective tool which supports individuals to increase their requirement analysis skills. Both pre and post test was administered
to see the difference between the participants’ knowledge levels before and after the training program. According to the results obtained from this study, this game is very useful to increase the knowledge levels of the participants about software engineering since it attracts the attention of people.

Similarly, Rusu et al. [88] designed an interactive game that teaches the content of the maintenance phase of SDLC to the students. This content was divided into four categories: perfective, adaptive, preventive and corrective. The game dynamics of this game are very similar to game dynamics of classical tower-defence game. The bugs and errors in the system were represented as enemies and the projects were represented as towers. The players try to protect their towers from the enemies by using the available protection methods in the game. 18 students were selected to test the efficiency of the game. The results of this study indicate that the games can be an alternative learning technique which can be effectively used in the training of software engineering topics.

When the 3D applications developed in this area are to be examined, Aydan et al. [89] designed a serious game called "Floors" to teach the basics of ISO/IEC 12207:1995 in an enjoyable manner. For this game, a 3D virtual office environment supported by non-player characters was created to further impress the participants. This virtual environment was tested with 40 students. The students were divided into 2 equal groups as one control group and one experimental group. The students in the control group used traditional methods to learn the fundamentals of ISO/IEC 12207:1995 while the students in the experimental group used the designed game. The findings of this study illustrated that the level of knowledge about the ISO/IEC 12207:1995 of the participants in the experimental group improved considerably.

In the same vein, Ye et al. [90] used Second Life as a training tool where the faculty members have the ability to answer their students’ questions about software engineering. The participants have avatars to represent themselves in the virtual environment. A virtual classroom similar to real classroom was designed in Second Life to provide communication between students and lecturers. This environment was tested with a group of students (N = 25). After the study, a survey was administered with the participants to obtain their opinions about the impact of the system on the users. The results
indicate that a virtual teaching strategy is advantageous in enhancing the knowledge levels of students about software engineering field.

Another similar study was performed by Rodriguez et al. [91]. In this study, a 3D virtual seminar room was designed to teach the practices of Scrum to software engineering students without having time and facility limitations. This virtual environment consists of virtual elements similar to real elements in a meeting room such as blackboard, charts and calendar. In this environment, the participants were allowed to move the virtual objects in order to increase the reality of the system. An example project was integrated into the system to demonstrate the flow of the Scrum methodology. The virtual environment was tested with 45 undergraduate students to measure the effect of the environment on the individuals. According to the results obtained from the tests, this virtual environment is a beneficial tool that can be used to explain the flow of the Scrum method to the students.

Parsons and Stockdale [92] conducted a study in which a virtual world was designed by using Open Wonderland to train the participants about the properties of agile software development methodology such as user stories, features in user stories and team collaboration. In this study, it is expected that the knowledge levels of participants about agile software process is increased by development of a simple project that is not related to software engineering. The findings of this study clarify that although the developed tool requires significant improvements such as reality of the project, whole project development process and more realistic project, it can be used for training individuals about software engineering processes.

2.5 Summary

According to the results obtained from the literature review, it is necessary to train software practitioners, especially novice ones, about the tasks related to software development process in order to increase the quality and success of the software projects. Although there exist a number of applications for this purpose in the literature, there are still some drawbacks of these systems that should be completed. Table [2.1] shows these deficiencies on a study basis.
When these studies are analyzed in detail, the main weaknesses can be summarized as:

- **Low/Limited Increased Reality:** The most important feature that affects the learning progress of individuals is that the training environments should be similar to real environments [93]. Although it is an essential issue for training tools, the card and 2D games cannot fully provide this feature since these platforms do not have enough hardware and software functions to detach the players from the real environment. Hence, this situation decreases the sense of presence which is one of the most significant factor that shows the success of the designed environment [94]. 3D environments can provide the sense of presence, however, the existing studies did not have enough user interaction functions. Hence, they did not measure their participants’ level of sense of presence.

- **Missing Whole Project Development Processes:** As mentioned in the previous sections, the software is a product obtained after several different phases. Although the development of a software is a long process, the existing studies aim to increase the participants’ level of knowledge about the specific phases. None of them can inform the users about the whole project development.

- **Limited Number of Stories:** The existing studies only focused on one project as an example test project. In addition, some of these projects were not related to the software engineering and the other ones were not large scale projects like in real life. Therefore, this case can be shown as an important drawback of the existing systems, because, analyzing only one project limits the development of individuals since the requirements of real life projects are very different from each other. Hence, the participants cannot face different problems occurring in the different types of the projects.

To sum up, this study purposes an interactive 3D virtual environment to help participants gain experience based on the tasks of SDLC by enhancing the drawbacks of the existing studies in the literature. Due to this environment, the participants have a chance to face development problems and conflicting situations with some of distinctive virtual personality characters without actual risks.
Table 2.1: Comparison Table with the Existing Studies in the Literature

<table>
<thead>
<tr>
<th>Authors</th>
<th>Type of the Tool</th>
<th>High Reality</th>
<th>Whole Project Development Process</th>
<th>Different Stories</th>
</tr>
</thead>
<tbody>
<tr>
<td>Baker et al. [85]</td>
<td>Card Game</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Bollin et al. [86]</td>
<td>Computer Application</td>
<td>✗</td>
<td>✓</td>
<td>✓</td>
</tr>
<tr>
<td>Hainey et al. [87]</td>
<td>Digital 2D Game</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Rusu et al. [88]</td>
<td>Digital 2D Game</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Aydan et al. [89]</td>
<td>3D Virtual Environment</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Ye et al. [90]</td>
<td>3D Virtual Environment</td>
<td>✓</td>
<td>✗</td>
<td>✗</td>
</tr>
<tr>
<td>Rodriguez et al. [91]</td>
<td>3D Virtual Environment</td>
<td>✗</td>
<td>✓</td>
<td>✗</td>
</tr>
<tr>
<td>Parsons and Stockdale [92]</td>
<td>3D Virtual Environment</td>
<td>✗</td>
<td>✗</td>
<td>✗</td>
</tr>
</tbody>
</table>
CHAPTER 3

PROPOSED VR TRAINING ENVIRONMENT

As was mentioned in the previous chapters, this study aims to train participants about the tasks occurred during software development in a virtual environment which is similar to real environment. Additionally, the proposed system also aims to eliminate the shortcomings of the similar studies in the literature (see Chapter 2). In this context, two complementary applications were developed, one as a desktop application to create software project scenarios and the other one is a virtual environment in which the participants can live the software development process of different software projects. For this reason, the following section introduces the details of the scenario generator. After that, the details of the virtual environment in which the participants can experience the development process of a software project scenario generated by the scenario generator program is explained.

3.1 Scenario Generator

In the literature, there are some studies developed for a similar purpose as this study. Although there exist similar studies in the literature, they have some drawbacks when they try to be used for training purpose (see Chapter 2).

"Scenario Generator" module was developed in order to make up for the lack of a limited number of stories. This module enables the system administrator, who may be an authorized person in the company, to enter the information, tasks and items that are related to the whole project development processes as shown in the use-case diagram of the system administrator (see Figure 3.1). Thus, this module has the ability to produce several different project scenarios, which include the whole project devel-
opment process, so that the second and third missing points of the existing studies in
the literature can be eliminated due to these properties of the module.

Figure 3.1: Use Case Diagram of System Administrator

When a system administrator runs the module, the main page appears on the screen
as shown in Figure 3.2.
Since the aim of this study is to experience participants the entire software development process, it is necessary to generate a scenario which contains the several different assignments related to each phase of SDLC. For this reason, this page consists of six different segments: "Project Information", "Requirement Analysis", "Design", "Implementation", "Test" and "Maintenance" respectively.

In the first segment the administrator should enter the project definition into the related text-box, which is shown in Figure 3.2. After writing the whole project definition, the administrator should pass the second segment in order to enter the requirements of the project. In this page, there are two different categories that are "Real Requirements" and "Fake Requirements" (see Figure 3.3).
This study can be considered as a kind of serious game so that it is necessary to put some gaming concept into it. Because of this reason, there are two different requirement categories in this segment since the participant, who reads the project definition, should determine the correct requirements for the project from the pool, which consists of both correct and wrong requirements. Therefore, the system administrator can figure out whether the participant can improve his/her level of knowledge by distinguishing the correct requirements from the wrong ones. In addition, the participants have a chance to see their missing points since the virtual environment has the ability to give feedbacks to participants about their wrong choices during the simulation. As a result of this phase, the system administrator can add both correct and wrong requirements about the related project topic.
After recording the requirements of the project, the third segment asks the system administrator to enter both the actors and the functionalities of the system as shown in Figure 3.4. In addition, the system administrator can also create the relationships between the actors and the functionalities using this segment. With this property, novice software engineers can create use-case diagrams of software projects when they arrive at the design stage in the virtual office environment.

![Design Segment](image)

**Figure 3.4: Design Segment**

Figure 3.5 illustrates the implementation segment of the module. In this page, the system administrator records the problem that is expected from the trainee to solve by developing an algorithm in the virtual office environment. Thanks to this phase, the trainee’s coding ability can be measured since the trainee should write C# code to solve the question entered by the system administrator.
Figure 3.5: Implementation Segment

This code is going to be automatically executed in the virtual environment. Hence, it is necessary to add the inputs appropriate to the structure of the code and the outputs obtained from those inputs into the scenario in order to understand whether the participant writes the code correctly. For this reason, this page allows the system administrator to input the desired amount of input set in order to prevent the user from guessing and writing the output directly without writing code in the virtual office environment (see 3.6).

In the test phase of the software development process, the participant is expected to perform a code review in the virtual office environment. In order for the participant to be able to perform a code review, the system administrator must add a code block with
errors to the software development scenario. The screen in Figure 3.7 is designed to allow this work to be done.

After the system administrator writes the code that includes bugs and errors, s/he should determine the lines and the definitions of the errors. At this stage, there is a similar logic to the requirement analysis phase. This means that the system administrator can also add an error that is not in the code. In this case, the participant should choose and match the correct error lines and definitions from the pool that is constituted both correct and wrong errors in the virtual office environment.
For the final segment, which contains the fields related to the maintenance operations of the project, the system administrator inputs both the definition and the order of the tasks which should be ordered by the participant in the virtual office environment. A screen as shown in Figure 3.7 is designed for the system administrator to enter this information.

After entering all information about the whole software project development process, an Extensible Markup Language (XML) file, which stores the whole information entered by the administrator, is automatically created if all necessary fields are filled. This file plays a critical role to standardize the scenarios related to software project development process. The content of this file should be easily understood by people.
working in the field of software development. In addition, it has to be also understand-able by the computer in order to visualize the entered scenario in the virtual environment. Due to these reasons, an XML file is created by this desktop applica-tion in order to create a common language for software project scenarios. The empty content of the XML file is illustrated as in Figure 3.9.

3.2 Virtual Office Environment

The virtual office environment was designed to teach the basics of software engineer-ing concepts to novice software engineers. In this environment, they have a chance
to live the whole software development process without actual risks. Therefore, the
novice software engineers may increase both their knowledge and experience levels
about software engineering concepts by interacting with the environment with several
different functionalities as shown in the use-case diagram of the participant in
Figure 3.10.

This virtual environment, designed in close proximity to the real life, aims to experi-
ence a software project from the requirements analysis phase to the maintenance
phase. To accomplish this aim, an input, which contains the tasks related to the soft-
ware engineering, is required. As was mentioned in the previous section, this input
is provided by the "Scenario Generator" program as an XML file, which contains a
scenario of a software project. Hence, it is necessary to read the information in this
XML file in order to make the software project live in the virtual environment. For
this reason, when the participant opens the virtual office environment, a window in
Figure 3.11 appears on the screen in order to select the XML file generated by the
"Scenario Generator" program.

Before starting the simulation, the participant has to select the XML file. Otherwise,
the program gives a warning message that prompts the user to select the file. When
the file is uploaded the system, the participant starts the simulation as shown in Fig-
ure 3.12.
As shown in this figure, the participant stands at the entrance of an office. In the upper left corner of the screen there is a clock to show the elapsed time in the virtual environment while there is a calendar to show the date in the right side of the screen. The date was set up as June 1 at the beginning of the simulation since the participant portrays the character who is a new worker of the virtual company. In addition, the time zone of the virtual environment is adjusted to equal an hour in virtual environment to a minute in real life. Hence, a working day in the virtual office lasts 9 minutes in real life. After passing 9 minutes in real life, the second working day in the virtual office will start with an update in the date.

As it can be easily seen from Figure 3.12 there are five different cubicles in the office. Each cubicle represents the each phase of SDLC. The cubicles on the left side of the
screen are divided into two regions: the lower cubicle is for the requirement analysis phase and the upper cubicle is for the design phase. The cubicles on the right side of the screen are designed as the places where tasks relating to implementation, test and maintenance phases are sequentially performed from bottom to top. Each cubicle has a total of 4 employees, one of whom works on the same project as the virtual character played by the participant. Hence, this virtual environment has a total of 20 non-player characters (NPC). Five of them have a basic AI algorithm with case-based reasoning approach to guide the participant by determining the participants’ progress in the environment.

The process of the project in the virtual environment starts when the participant’s character goes to the character’s first project partner in the first cubicle. In order to show that the employees are in the same project as the participant’s character, names
are added on the employees as shown in Figure 3.13. The participant has to press the "E" key on the keyboard to communicate with NPC. After pressing the "E" key, a dialogue box opens as shown in Figure 3.14.

In this box, a message containing the tasks that the participant should complete is illustrated to the participant. Once the participant receives the message from the NPC in this manner, s/he continues to move in the environment to complete the task. As the participant is expected to perform the requirement analysis at the first stage, the NPC is asked to read the project description document from the participant in the first message. Hence, the participant should first read the project description document. To achieve this aim, s/he should find the project file. For this reason, a flashing light is added to the file to show the document in the virtual office environment as shown in Figure 3.15.
When the participant moves to the side of the document as shown in Figure 3.16, a message is displayed on the screen indicating that the participant should press the "E" key to read the document.

After pressing the "E" key to open the document, the panel shown in Figure 3.17 appears on the screen.

This screen contains the definition of the project that the system administrator specified in the scenario generation program. To increase the reality of the virtual office environment, both file model used in real life and paper texture as a background of the panel is added to the screen since the participant reads the project description from the papers inside of the file. The clock and calendar on the left and right upper
corners, which appears as the participant moves around in the office environment, are removed from this screen in order not to limit the display on the screen. After reading the project definition, the participant returns to his/her team member as shown in Figure 3.18. The NPC on this screen understands that the participant has read the project definition document and tells the participant that s/he can start the requirement analysis phase of the project.

When the participant starts the requirement analysis phase, the panel in Figure 3.19 appears on the screen. This screen contains two different sub-panels, being left and right, and two buttons, one being at the center of the screen and the other being at the bottom of the screen. In the left panel, both the correct and the wrong requirements
entered by the system administrator in the scenario generation program are listed as a button. In the right panel, some of the correct requirements entered by the system administrator in the scenario generation program are randomly selected and listed. The participant should find and transfer the correct requirements of the project from the list of all requirements. To do this operation, s/he has to click the button, which contains a requirement of the project. When the participant clicks the button, the background colors of the selected button changes from gray to green to show the participant’s selection. The participant can choose several requirements one at a time. After selecting the requirements, the participant should click "Transfer Items" button to transfer the selected requirements to other list. When the participant considers that the requirement analysis operations are completed, s/he should click "Done" button to finish the requirement analysis phase.

![Figure 3.19: Requirement Analysis Phase in Virtual Office](image)

After finishing this phase, the NPC, who is responsible from the requirement analysis phase of the project, informs the participant that this phase is over and that s/he should go to the design phase. After the participant gets this information, s/he goes to the NPC responsible for the design phase of the project (Figure 3.20).

In the design phase, it is expected from the participant to create a use-case diagram of the project as an early design phase of the project [95, 96, 97]. As was mentioned in the previous section, the system administrator determines the actors, the functions and the relations between the actors and the functions of the project via using scenario generation program. In the virtual environment, the participant should create the
correct relations between the actors and the functions. As shown in Figure 3.21, both the actors and the functions are listed in the drop-down lists separately.

In this screen, the participant can choose both the actors and functions via using drop-down lists. In order to create the use-case diagram, the participant should select the necessary actors and functions. For the actor selection operation, s/he selects the actors from the drop-down list and clicks the "Add User" button. When this button is clicked, the selected actor appears on the screen as a classical stick man. The same idea is valid for the function selection. After the actors and the functions are ready on the screen, the participant can create the relations between them. To do this, the participant should select one of the actors or one of the functions on the screen. When
an item is selected, a line starts to be drawn on the screen. The direction of this line depends on the direction of the mouse. This means that a line is being drawn towards the direction of the mouse when the participant drags the mouse until selects another item. However, there is a rule in here. This rule says that if the participant selects an actor, the other selected item should be a function or vice versa. In this way, the drawing of the use-case diagram is completed by establishing the relationships between the actors and the functions. If the participant wants to remove the added items, s/he should click the items two times. When an item is removed, the relation or the relations that are connected the removed item are also removed. After completing the diagram, the participant should click the "Done" button to complete the design phase of the project.

When the design phase is completed, the NPC responsible for the design phase of the project warns the participant that s/he should start the implementation phase of the project. The participant who receives this warning goes to the NPC, who is in charge of implementation phase (Figure 3.22).

![Figure 3.22: First Dialogue Box of NPC in the Implementation Phase](image)

The NPC, who is responsible for this phase, first congratulates the participant for completing the first two stages and indicates to the participant the task to be done at this stage. In this phase, the participant is expected to code a function of the corresponding project with the C# programming language. In order for the participant to write the code, the panel in Figure 3.23 appears.
In this panel, there is a label at the top of the panel which includes the text of the question that should be solved by the participant. In addition, there is a text-box at the center of the panel which enables the participant to write the C# code to solve the problem. In this section, a compiler, which is capable of executing the codes written in C# programming language, was designed to see whether the code written by the participant is correct. However, this compiler needs to have a specific structure in order to run the code. This means that both the class name and the function name should be fix to execute the code. For this reason, when the panel designed for the implementation phase is opened, the structure of the code is ready inside of the text-box. The participant can add new functions inside of the class, however, the functions named with "myFunction" should be considered as a main function. Thus, it should not be changed by the participant. The code written by obeying these rules can be executed by the virtual environment without having any problems. This compiler checks whether there is an error (run time or compile time) in the code. However, it can not check whether the code being written is working properly for the purpose. To overcome this problem, some necessary string operations were applied to the code written by the participant before it was sent to the compiler. These operations can be explained as follows:

- The code, which is requested from the participant to solve the problems, mostly requires input. Hence, the participant should write "Console.ReadLine()" command to get the inputs. However, it is impossible to get inputs from the user of
the program. For this reason, "Console.ReadLine()" commands in the code exchange with the input values entered by the system administrator in the scenario generation program to test the code before sending it to the compiler.

- The compiler runs the code with the inputs entered by the system administrator. In most of the programs, the coders write "Console.WriteLine()" command to illustrate the output of the program. Hence, the value written in the "Console.WriteLine()" command is read as the output of the program. After that, this read value is compared with the output given by the inputs entered by the system administrator. Therefore, it can be easily understood whether the code written by the participant is correct or not.

After writing the code, the participant should click the "Done" button to complete the implementation phase of the project. When the implementation phase is completed, the NPC responsible for the implementation phase of the project warns the participant that s/he should start the test phase of the project. The participant who receives this warning goes to the NPC, who is in charge of this phase, in order to start the test phase (Figure 3.24).

![Figure 3.24: First Dialogue Box of NPC in the Test Phase](image)

In this phase, the NPC guides the participant that they have a code block which is required to be tested with the code-review technique since this technique plays a critical role in the testing phase of SDLC [98, 99, 100]. The participant, who takes the mission from the NPC, starts to do code review on the code which is shown in
This panel is constituted by two different sub-panels. In the left sub-panel, the code block that is entered by the system administrator in the scenario generating program and which should be tested by the participant is displayed to the participant in a label. The number of code lines is automatically generated and integrated into the string which includes the code block. In the right sub-panel, there are two different drop-down lists, which are designed for the error line and definition respectively. These drop-down lists include both correct and wrong errors. Thus, the participant should find the correct ones and also match them correctly. Hence, there are two challenges in this phase. When the participant wants to add the selected error lines and definitions, s/he should click "Add Error" button. When this button is clicked, the selected items in the drop-down lists are listed in the below section. If the participant wants to remove the added items, s/he should click the items two times. After finding the errors, the participant should click the "Done" button to complete the test phase of the project.

When the test is completed, the NPC responsible for the test phase of the project warns the participant that s/he should start the maintenance phase of the project. The participant who receives this warning goes to the NPC, who is in charge of this phase, in order to start the maintenance phase (Figure 3.26).

The NPC, who is responsible from the maintenance phase of the project, congratulates
that the participant has arrived at the last stage and indicates the participant in this phase of the tasks required to do so. In this phase, participant is expected to put the tasks added to the system into the correct order. As shown in Figure 3.27, the tasks are listed in the left of the panel. This structure is similar to the structure of the requirement analysis phase. The only difference is that the participant cannot choose more than one task at the same time to transfer the selected item to the other list. The reason for this constraint is that the participant should constitute the order of the tasks. Hence, a task should be selected one at a time.

When the participant considers that this phase is completed, s/he should click "Done" button to finish this phase. After finishing this phase, the NPC tells the participant...
that the simulation is over.

When the simulation is over, the evaluation process starts for the participant. This process is important for the participants, because, the aim is to increase the level of knowledge of the participants. To do this, a file, which consists of the true answers of the tasks and the time that is spent by the participant in the each phase of SDLC, is generated at the end of the simulation. The participants have a chance to see where they made mistakes, what the correct answers were and how much time they spent to complete the task in each phase of SDLC through the information written in the feedback file. In this way their abilities, knowledge and experience levels can be improved.
CHAPTER 4

TEST AND EVALUATION METHODOLOGY

This chapter describes the test and evaluation methodology of the current study. First of all, this study is conducted by using the features of mixed research methodology since both qualitative and quantitative analysis are applied to understand whether the proposed environment works as expected or not. Hence, this chapter explains the qualitative, quantitative and mixed research techniques. Then, the overall research design is shown. After that, the systematic flow of the proposed environment is illustrated in detail. Finally, this chapter is finalized by providing information on the participants who use the system to increase their knowledge levels about software engineering and listing the threats that may affect the results of the study in a negative way.

4.1 Qualitative Research Methodology

Qualitative research methodology aims to get meaningful results through the text obtained by interviewing individuals and taking the opinions of them about the related research subjects [101]. In this technique, there are several different ways to get opinions from people such as conducting interviews, making surveys and recording the voice of the participants. This technique can be also called "numberless research methodology" since there is no numerical data and analysis in this research methodology.

The qualitative research part of this study is completed in two different stages as:

- To administer an interview to get the suggestions of the lecturers about the flow
of the system.

- To administer an interview to get the opinions of the participants about the proposed virtual environment.

For the first part of the qualitative analysis, the lecturers examined the general concept of the system. Since this study aims to train the tasks that should be completed at each phase of SDLC, the content of each task should be validated by the lecturers. The reason for this validation is that this framework can be considered as a kind of serious game. Hence, the content of the tasks should be educational as far as not boring.

In the second part of the qualitative analysis, an interview was administered with the participants to figure out the effect of the system. This interview is essential since the opinions of the participants determine whether this system can be used as a training tool for the tasks occurred in each phase of SDLC.

4.2 Quantitative Research Methodology

Quantitative Research Methodology requires numerical values to reach the exact information by analyzing the numerical results of the tests administered with the participants [102]. In general, participants are divided into two groups, one is control group and the other is experimental group, to figure out the effect of the developed system. The participants in the control group continue to work in traditional way while the individuals in the experiment group work with the newly developed system [103]. At the beginning of the study, a preliminary test is conducted to measure participants' knowledge levels. At the end of the study, a post test is administered to measure the progress of the participants in different groups.

In order to complete the numerical analysis part of this study, a methodology similar to the one described above was conducted. This means that there are two different groups, one is control group and the other is experimental group, in this study. At the beginning of the study, it is necessary to determine the knowledge levels of the participants in each group. For this reason, a pre-test was administered with the participants
before starting the training. Then, participants in the control group studied on the software engineering topics for 6 weeks from traditional methods such as books, slides or lecture notes, while the experimental group worked on the same topic by using the designed environment without benefiting from traditional resources. Finally, a post-test was administered with the participants in each group to identify whether the participants’ knowledge levels improved. When the numerical values of these tests were obtained, the suitable statistical tests such as Two-Sample T-Test was applied the numerical data to illustrate the difference in the knowledge levels of both group members in a statistical way if the difference exists. In addition to these statistical tests, Presence Questionnaire (PQ) and Immersive Tendencies Questionnaire (ITQ) were conducted with the participants in the experimental group to measure the realism of the proposed virtual environment by determining the presence levels of the participants.

4.3 Mixed Research Methodology

Mixed Research Methodology contains the properties of both qualitative and quantitative research methodologies [104]. In this technique, both numerical and non-numerical analysis are conducted. It can be also considered as a hybrid approach between the qualitative and quantitative analysis [105]. Due to this technique, the findings obtained in both analyzes should complement each other.

In this study, a quantitative research approach supported by validation interviews, which can be considered as a type of mixed research methodology, was utilized since the research methodology of this study contains the properties of both qualitative and quantitative research. A 3D virtual office environment was developed to train novice software practitioners about the software development process. This environment was tested with the students studied at computer engineering department as novice software engineers in order to figure out whether the designed system is successful. To achieve this issue, a pre-test (before the training period) and a post-test (after the training period) were administered to the participants in order to observe their progress about software development process. These tests have provided numerical values as quantitative data so that quantitative part of this study was completed by analysing the
numerical values with the statistical methods. In addition to these values, Presence Questionnaire (PQ) and Immersive Tendencies Questionnaire (ITQ) were applied to the participants to measure their presence levels in the designed virtual environment. With these questionnaires, the participants’ presence levels were determined with the numerical values. Hence, these numerical values also provide the quantitative part of the research methodology of this study. For the qualitative part of the study, two different interviews were organized. In the first interview, a meeting was held with the lecturers in order to understand whether the system would be useful for the individuals working in the area of software development before the development of the virtual environment. In addition, a set of semi-structural interviews was also administered to the participants in order to obtain their opinions about the system after the training period. Therefore, the qualitative part of the research methodology was completed by analyzing the comments of the lecturers and the opinions of the participants of the study.

Figure 4.1: Overall Research Design
4.4 Overall Research Design

The overall research design of this study can be summarized as shown in Figure 4.1. It started by reviewing the literature and arranging the designing systematic literature review (SLR). The outcomes of the SLR [106] was published in Journal of Universal Computer Science. After completing the literature review, the problem was specified with respect to the findings obtained from the literature review. After determining the problem, a solution was proposed for this problem during the second phase of the research. The output of this phase was an international conference paper [107] as a position paper. For the proposed solution, a training environment was developed in the third phase of the study. Based on the results of this phase, a national conference paper [108] was published. In the final phase of the study, proposed training platform was tested with students from a private institute. In these tests, both qualitative and quantitative data was gathered and used to determine whether the proposed system is successful.

4.5 Mechanism of the System

As previously mentioned, a training platform was developed to train novice software engineers about the software development process without having actual risks. The aim is to increase the level of knowledge and experience of the novice software engineers about the software development process by eliminating the missing points of the existing studies in the literature, which have been developed for similar purpose. To achieve this aim, two complementary applications were developed in the scope of this study:

1. A desktop application for generating software project scenarios
2. A 3D virtual office environment

The purpose of the desktop application is to enable the authorized person/people in companies to create different software project scenarios, which contain the tasks related to the whole project development process including requirement analysis, de-
sign, implementation, test and maintenance phases. This application produces an XML file, namely with "Scenario.xml", that consists of the whole entered information related to the project scenario by creating an ontological meta-language, which can be understood by the individuals and computers. The tasks that should be completed by the participants are written inside of this file. The tag structure of the XML file is as follows:

- `<scenario> ... </scenario>`: This tag is the outermost tag of the file. It shows that the scenario begins and ends.

- `<project> ... </project>`: This tag in the "Scenario" tags indicates that the information about the project starts and finishes.

- `<definition> ... </definition>`: Project scenario starts with project definition. For this reason, this tag is the first tag in the "Project" tags and keeps the information of the project definition.

- `<requirements> ... </requirements>`: This tag, which is the second tag in the "Project" tags, has been created to show that information about the requirement analysis has begun to be retained. The designed system can be considered as a serious game, which teaches something to users in an enjoyable manner [109]. Hence, it involves some gaming concepts such that the novice software engineer should find the correct requirements from the whole requirement list. For this reason, this tag stores both the correct and wrong requirements of the project.

- `<realReqItem> ... </realReqItem>`: This tag is the first tag in the "Requirements" tags. It is designed to keep the correct requirements of the project.

- `<fakeReqItem> ... </fakeReqItem>`: This tag is the second tag in the "Requirements" tags. It is designed to keep the wrong requirements of the project.

- `<design> ... </design>`: The information about the design phase of the project is kept in this tag, which is the third tag in the "Project" tags. At this stage, it is expected from the novice software engineer to create the use-case diagram of the project by finding the correct actors and functions, and matching them
correctly. Hence, this part contains the information of the actors and functions of the system.

- **<user> ... </user>:** This tag is the first tag in the "Design" tags. It is designed to keep the actors of the project.

- **<function> ... </function>:** This tag is the second tag in the "Design" tags. It is designed to keep the functions of the project.

- **<relation from = "" to = "" />:** This tag is the third tag in the "Design" tags. It stores the relation information between the actors and the functions. Instead of the other tags, this tag does not store any information inside of itself. It has 2 properties, one of them "from" and the other one is "to", is to keep the necessary information. "from" tag is designed for the actor information and "to" tag is for the function information. In this way, the relations in the use-case diagram can be stored.

- **<implementation> ... </implementation>:** This tag is the fourth tag of the "Project" tags. At this phase, it is expected from the novice software engineer to develop an algorithm to solve a problem related to the project. For this reason, the problem statement should be recorded as a question inside of this tag. In addition, the algorithm developed by the novice software engineer should be automatically checked whether it properly works. To make this operation automatically, the necessary inputs and the outputs should be also added to the scenario since the virtual office environment has an ability to execute the written code, however, several input-output sets have to be entered into the scenario in order to prevent malicious behaviour such as calculating the result directly by hand and printing the screen.

- **<codeQuestion> ... </codeQuestion>:** This tag is the first tag in the "Implementation" tags. It shows the question text of the problem of the project.

- **<numberOfInputSet> ... </numberOfInputSet>:** This tag is the second tag in the "Implementation" tags. It illustrates how many input-output sets are entered by the system administrator.

- **<numberOfInput> ... </numberOfInput>:** This tag is the third tag in the
"Implementation" tags. It illustrates how many inputs are required to test the written code by the novice software engineer.

- `<numberOfOutput> ... </numberOfOutput>`: This tag is the fourth tag in the "Implementation" tags. It illustrates how many outputs should be compared with the output produced by the program developed by the novice software engineer.

- `<inputSet no = "" > ... </inputSet>`: This tag is the fifth tag in the "Implementation" tags. It consists of the values of both inputs and the outputs. This tag has also one property, which is designed to represent the number of the input-output set.

- `<input> ... </input>`: This tag is the first tag in the "Input Set" tags. It stores the values of the inputs.

- `<output> ... </output>`: This tag is the second tag in the "Input Set" tags. It stores the values of the outputs.

- `<test> ... </test>`: The information about the test phase of the project is kept in this tag, which is the fifth tag in the "Project" tags. In this phase, the novice software engineer has to find the bugs and errors of the code, already written before, related to the project. S/he should find the correct error line and the error definition, and match them correctly. A structure similar to the requirement analysis phase is also presented at this stage. In other words, this phase contains both the correct errors and the wrong errors of the code of the project. The novice software engineer has to find the correct ones from the whole errors.

- `<code> ... </code>`: This tag is the first tag in the "Test" tags. It is designed to store the code of the project. The system administrator writes the code that should be checked by the novice software engineer and record it to the file. When the written code is saved to XML file, the code lines are automatically created by the system and are recorded with the code text to the XML file. In this way, the novice software engineer can see the line numbers of the code.

- `<realErrors> ... </realErrors>`: This tag is the second tag in the "Test" tags and illustrates that the information of the correct errors starts and ends.
• `<realErrorLine> ... </realErrorLine>`: This tag is the first tag in the "Real Errors" tags. It keeps the line numbers of the correct errors that the code has.

• `<realErrorDefinition> ... </realErrorDefinition>`: This tag is the second tag in the "Real Errors" tags. It keeps the definitions of the correct errors that the code has.

• `<fakeErrors> ... </fakeErrors>`: This tag is the third tag in the "Test" tags and illustrates that the information of the wrong errors starts and finishes.

• `<fakeErrorLine> ... </fakeErrorLine>`: This tag is the first tag in the "Fake Errors" tags. It keeps the line numbers of the wrong errors.

• `<fakeErrorDefinition> ... </fakeErrorDefinition>`: This tag is the second tag in the "Fake Errors" tags. It keeps the definitions of the wrong errors.

• `<maintenance> ... </maintenance>`: This tag is the last tag of the "Project" tags. In this stage, there are several different tasks related to the maintenance phase. These tasks should be ordered by the novice software engineer. Hence, the information of the tasks, such as the order and the definition of the task, has to be stored between the "Maintenance" tags.

• `<tasks> ... </tasks>`: This tag is the first tag of the "Maintenance" phase. It shows that the information about the tasks of the project begins and ends.

• `<taskOrder> ... </taskOrder>`: An order number of the task is stored between these tags, which are the first tag in "Tasks" tags.

• `<taskDefinition> ... </taskDefinition>`: This tag is the second tag in "Tasks" tags. It keeps the definitions of the tasks.

After producing the XML file, it is necessary to animate the scenario written in the XML file in the virtual office environment. In order to accomplish this goal, the XML file is parsed by the virtual office environment at the beginning of the simulation. The information obtained after parsing the XML file is stored in the classes designed in the back-end of the virtual environment. Thus, the novice software engineer can live the project scenario written by the authorized person of the company in the virtual environment.
office environment. The systematic work flow of the study can be summarized as shown in Figure 4.2.

![Figure 4.2: Work Flow of the System](image)

4.6 Participants

During this study, 41 students, who are studying at the department of computer engineering, have volunteered to participate to this study in order to test our educational framework. However, 9 of these students were excluded from the study since they are not suitable for the criteria of this study, which are:

- The students should know C# programming language since they develop an algorithm using C# programming language in the implementation phase of the simulation.

- The students should not have taken a "Software Engineering" course previously. The reason for this restriction is that if a student has taken this course, we cannot distinguish how much the student knows the concept of software engineering at the beginning of the study since they take this course from different universities. In order to prevent biased results the students who have not taken "Software Engineering" course were selected.
The remaining 32 students were randomly divided into two groups, which are control and experimental groups. Thus, we obtained 2 groups of 16 people in order to understand whether the system was successful. The students in the control group did not use the virtual office environment. They have studied the software engineering concepts from the books, presentations or videos. The students in the experimental group just use the simulation environment. They were not allowed to use any other resources related to the software engineering concepts. The training time lasted 6 weeks. Before the training period, a pre-test was administered with the 32 students in order to measure their knowledge levels about software engineering. In this test, a case-study was given to the students and it was expected from them to find the requirements of the project given in the case-study, to create a use-case diagram of the project, to develop an algorithm for the problem in the project, to find the errors inside of a code block related to the project and to order the tasks for maintenance operations of the project. The results of this test were calculated, however they were not shared with the students. After six weeks, a post-test was administered with the students in order to observe their progress. The content of the post-test was similar to content of the pre-test. After obtaining the results, the statistical tests were applied to figure out whether there exists a significant difference between the knowledge levels of students in different groups about software engineering concepts. The time-line of this study is shown in Figure 4.3.

![Figure 4.3: Time Line of the Study](image-url)

We started to look for the students on June 30, 2018. At the end of this operation, 41 students were found, however, 9 of them were extracted from the study since they did not fulfil our limitations. After the remaining students were divided into 2 different groups, a pre-test was administered on July 23, 2018. In this way, the training period began and continued 6 weeks. Each week, meetings were arranged with the
students to enable them to experience different project scenarios on the system. In this way, they had a chance to face the problems occurred in 6 different projects. After each session, PQ was applied in order to measure their presence levels in the virtual office environment. At the end of the 6 weeks, a post-test was administered on September 4, 2018. After getting the numerical values, an interview was organized with the students to get their opinions about the system on September 7, 2018. After obtaining both the qualitative and quantitative data, an analysis process has started and continued until on September 19, 2018.

4.7 Threats to Validity

Each study in the literature may contain some threats to validity that may affect the results of the study in a negative manner [110]. These factors can also decrease the correctness and trustworthiness of the studies. They can be classified in four different categories as shown in Table 4.1.
Table 4.1: Threats to Validity for Empirical Research in Software Engineering

<table>
<thead>
<tr>
<th>Validity Type</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td><strong>Construct Validity</strong></td>
<td><strong>Ability to measure the proposed idea in a correct way.</strong></td>
</tr>
<tr>
<td></td>
<td>• Qualitatively: To get the opinions of experts and participants about the proposed system and compare these opinions with the opinions of the researcher. (i.e. validation interviews)</td>
</tr>
<tr>
<td></td>
<td>• Quantitatively: To measure the progress of the participants on the subject by applying tests. (i.e. pre-test &amp; post-test)</td>
</tr>
<tr>
<td><strong>Internal Validity</strong></td>
<td><strong>The research design should be internally consistent.</strong></td>
</tr>
<tr>
<td></td>
<td>• History effect: The participants may improve themselves about software engineering concepts by using other resources before the training period.</td>
</tr>
<tr>
<td></td>
<td>• Testing effect: The participants may intentionally give wrong answers to the questions asked in the pre and post tests. In addition, the participants in the experimental group may also study the software engineering concepts from other resources. The students in the control group did not receive any tasks such as homework, projects etc. from us. Hence, their motivation may be decreased since there was less inclination to study the software engineering except post-test.</td>
</tr>
<tr>
<td></td>
<td>• Instrumentation effect: Any change in the system during the training period.</td>
</tr>
<tr>
<td><strong>External Validity</strong></td>
<td><strong>The results obtained from this study should be directive for the researchers and should be generalized for target population.</strong></td>
</tr>
<tr>
<td></td>
<td>• A conceptual replication: A study develops a similar training environment to teach the tasks related to each phase of SDLC or uses same dynamics to increase the learning process of the individuals.</td>
</tr>
<tr>
<td><strong>Reliability</strong></td>
<td>The proposed training environment should be a beneficial tool for the individuals, especially for the students, to study the tasks occurred in the software development process by supporting the traditional techniques.</td>
</tr>
</tbody>
</table>
CHAPTER 5

ANALYSIS AND TEST RESULTS

As was explained in the previous chapters, there are two groups, one is the control group and the other one is the experimental group, in this study in order to understand whether the developed environment is a useful tool to train individuals about software engineering concepts. During the training period, the members of the control group are not allowed to use the virtual office environment to study the software engineering topics. They can only benefit from the books, videos, presentations and other traditional resources for these subjects. On the other side, the individuals, who are in the experimental group, practice the software engineering concepts by using only the virtual office environment. To perform this rule, it was requested from the participants in the experimental group not to study from any books, videos, presentations or any other sources related to software engineering during the training period.

The training period applied to the individuals is 6 weeks and during this period, the people in the experimental group carried out the tasks related to 6 different projects (see Appendix A), a different project scenario each week. In order to figure out the efficiency of our system, it is necessary to observe the progress of the participants of the study. To accomplish this issue, a pre-test, which was organized at the beginning of the study, and a post-test, which was organized at the end of the study, were administered to the participants. In this way, the change in the knowledge level of the participants can be easily obtained by subtracting the results of the participants in both tests. After the tests, two sample t-test was applied to the numerical data obtained as a result of the exams in order to determine whether the results obtained yielded significant results in the statistical scope. In addition to these tests, PQ and ITQ were also applied to the participants in order to measure their involvement levels while they
were using the virtual office environment since this measurement illustrates the success of the virtual environments. In this chapter, the details of pre and post tests, PQ and ITQ, the opinions of the participants about the system and the statistical methods will be described in detail.

5.1 Pre-Test

At the beginning of the training period, a pre-test was administered to the selected group of students in order to determine their knowledge levels of software engineering. In this test, the students dealt with problems related to the sample project. The definition of the project was given to the students and it was requested from them to determine the requirements of the system, to detect the actors and functionalities of the system by drawing the use-case diagram of the project as the design of the system, to develop an algorithm to solve the problem related to the project scenario, to make a code-review of a code block developed for a problem occurred in the project scenario and to order the tasks revealed after delivering the project to the customer. Hence, this system consists of 5 parts: "Requirement Analysis", "Design", "Implementation", "Test" and "Maintenance".

The project scenario in the pre-test (see Appendix B) was taken from the exam organized in the "Software Engineering" course offered at the Department of Computer Engineering, Çankaya University in order to build a proper assessment tool. After determining the content of the pre-test, it was organized on July 23, 2018. 32 students, who are currently studying at computer engineering departments, participated in this exam. As was discussed in the previous part of this study, the students were equally divided into 2 groups, one is the control group and the other one is the experimental group. The pre-test results of both groups are shown in Table 5.1 for experimental group and Table 5.3 for control group. When the average scores the member in both groups were calculated in all parts of the test, the results are shown in Table 5.2.

When the quantitative data was analyzed, some important points appeared. The first important point is that the average scores of the participants of both groups in "Requirement Analysis" and "Design" parts are less than the participants’ average scores
Table 5.1: Pre-Test Results of the Members in the Experimental Group

<table>
<thead>
<tr>
<th>Students</th>
<th>Requirement</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Analysis</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Student 1</td>
<td>4</td>
<td>0</td>
<td>10</td>
<td>14</td>
<td>8</td>
<td>36</td>
</tr>
<tr>
<td>Student 2</td>
<td>8</td>
<td>4</td>
<td>16</td>
<td>20</td>
<td>14</td>
<td>62</td>
</tr>
<tr>
<td>Student 3</td>
<td>2</td>
<td>0</td>
<td>12</td>
<td>14</td>
<td>4</td>
<td>32</td>
</tr>
<tr>
<td>Student 4</td>
<td>4</td>
<td>0</td>
<td>12</td>
<td>14</td>
<td>6</td>
<td>36</td>
</tr>
<tr>
<td>Student 5</td>
<td>8</td>
<td>4</td>
<td>18</td>
<td>20</td>
<td>14</td>
<td>64</td>
</tr>
<tr>
<td>Student 6</td>
<td>2</td>
<td>0</td>
<td>6</td>
<td>12</td>
<td>8</td>
<td>28</td>
</tr>
<tr>
<td>Student 7</td>
<td>0</td>
<td>0</td>
<td>6</td>
<td>8</td>
<td>6</td>
<td>20</td>
</tr>
<tr>
<td>Student 8</td>
<td>4</td>
<td>0</td>
<td>10</td>
<td>12</td>
<td>8</td>
<td>34</td>
</tr>
<tr>
<td>Student 9</td>
<td>0</td>
<td>0</td>
<td>6</td>
<td>6</td>
<td>4</td>
<td>16</td>
</tr>
<tr>
<td>Student 10</td>
<td>0</td>
<td>0</td>
<td>2</td>
<td>4</td>
<td>4</td>
<td>10</td>
</tr>
<tr>
<td>Student 11</td>
<td>2</td>
<td>0</td>
<td>14</td>
<td>12</td>
<td>10</td>
<td>38</td>
</tr>
<tr>
<td>Student 12</td>
<td>2</td>
<td>0</td>
<td>8</td>
<td>8</td>
<td>6</td>
<td>24</td>
</tr>
<tr>
<td>Student 13</td>
<td>6</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>8</td>
<td>32</td>
</tr>
<tr>
<td>Student 14</td>
<td>4</td>
<td>0</td>
<td>12</td>
<td>10</td>
<td>8</td>
<td>34</td>
</tr>
<tr>
<td>Student 15</td>
<td>2</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>6</td>
<td>26</td>
</tr>
<tr>
<td>Student 16</td>
<td>2</td>
<td>0</td>
<td>12</td>
<td>8</td>
<td>4</td>
<td>26</td>
</tr>
</tbody>
</table>

in the other parts. Thus, the participants have some trouble when they identify the requirements of the system and find the actors and the functionalities of the system. For the "Implementation" and "Test" parts, they already know the C# programming language so they did not face the problems they had in the first two phases of SDLC. For the last part, which is the "Maintenance" phase, the participants have showed an average success.

The second important point is that although the total average score of the participants

Table 5.2: Average Scores of Both Groups for All Parts in Pre-Test

<table>
<thead>
<tr>
<th>Group</th>
<th>Requirement Analysis</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Experimental Group</td>
<td>3.1</td>
<td>0.5</td>
<td>10.2</td>
<td>11.1</td>
<td>7.4</td>
<td>32.4</td>
</tr>
<tr>
<td>Control Group</td>
<td>2.9</td>
<td>0.1</td>
<td>9.6</td>
<td>10.2</td>
<td>7.9</td>
<td>30.6</td>
</tr>
</tbody>
</table>
Table 5.3: Pre-Test Results of the Members in the Control Group

<table>
<thead>
<tr>
<th>Students</th>
<th>Requirement Analysis</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student 1</td>
<td>2</td>
<td>0</td>
<td>8</td>
<td>14</td>
<td>10</td>
<td>34</td>
</tr>
<tr>
<td>Student 2</td>
<td>4</td>
<td>0</td>
<td>8</td>
<td>10</td>
<td>8</td>
<td>30</td>
</tr>
<tr>
<td>Student 3</td>
<td>0</td>
<td>0</td>
<td>6</td>
<td>6</td>
<td>8</td>
<td>20</td>
</tr>
<tr>
<td>Student 4</td>
<td>6</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>12</td>
<td>36</td>
</tr>
<tr>
<td>Student 5</td>
<td>2</td>
<td>0</td>
<td>12</td>
<td>14</td>
<td>14</td>
<td>42</td>
</tr>
<tr>
<td>Student 6</td>
<td>2</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>10</td>
<td>30</td>
</tr>
<tr>
<td>Student 7</td>
<td>4</td>
<td>0</td>
<td>16</td>
<td>18</td>
<td>8</td>
<td>46</td>
</tr>
<tr>
<td>Student 8</td>
<td>4</td>
<td>0</td>
<td>14</td>
<td>12</td>
<td>10</td>
<td>40</td>
</tr>
<tr>
<td>Student 9</td>
<td>8</td>
<td>2</td>
<td>20</td>
<td>20</td>
<td>14</td>
<td>64</td>
</tr>
<tr>
<td>Student 10</td>
<td>0</td>
<td>0</td>
<td>6</td>
<td>4</td>
<td>4</td>
<td>14</td>
</tr>
<tr>
<td>Student 11</td>
<td>2</td>
<td>0</td>
<td>10</td>
<td>8</td>
<td>6</td>
<td>26</td>
</tr>
<tr>
<td>Student 12</td>
<td>2</td>
<td>0</td>
<td>6</td>
<td>8</td>
<td>4</td>
<td>20</td>
</tr>
<tr>
<td>Student 13</td>
<td>4</td>
<td>0</td>
<td>6</td>
<td>10</td>
<td>6</td>
<td>26</td>
</tr>
<tr>
<td>Student 14</td>
<td>2</td>
<td>0</td>
<td>8</td>
<td>4</td>
<td>2</td>
<td>16</td>
</tr>
<tr>
<td>Student 15</td>
<td>0</td>
<td>0</td>
<td>4</td>
<td>6</td>
<td>2</td>
<td>12</td>
</tr>
<tr>
<td>Student 16</td>
<td>4</td>
<td>0</td>
<td>10</td>
<td>12</td>
<td>8</td>
<td>34</td>
</tr>
</tbody>
</table>

in the experimental groups is a little bit higher than the total average score of the participants in the control group, the average scores of the participants in both groups are very close to each other in all parts of the exam. This means that the knowledge levels of the students in both groups about the software development process are similar at the beginning of the training program.

The last important point is the number of successful students in the pre-test. According to the grading policy (see Appendix G) applied at the courses given at the Middle East Technical University (METU), at least 60 points has to be collected to pass the course. When the results of the pre-test are analyzed by taking this criterion into consideration, there were 2 students who achieved the grade to pass this test in the experimental group as shown in Figure 5.1 and 1 student who achieved the grade to pass the pre-test in the control group as shown in Figure 5.2. In total, the number of students who could pass the test is 3 out of 32 students.
At the end of the training period, a post-test was administered to the selected group of students in order to determine the participants’ progress in their knowledge about software engineering. In this test, the students dealt with the problems related to the sample project as they did in the pre-test. Although the project scenario given in the post-test is different from the project scenario given in the pre-test, the structural content of the tests are the same. In other words, in the post-test, participants are expected to find solutions to the problems they encounter in all the software development processes related to a project scenario.

The project scenario in the post-test (see Appendix C) was also taken from the exam organized in the "Software Engineering" course offered at the Department of Computer Engineering, Çankaya University in order to provide consistency between the tests since the contents of the exams prepared of the "Software Engineering" course are periodically controlled by the Association for Evaluation and Accreditation of Engineering Programs (MUDEK). After determining the content of the post-test, it was organized on September 4, 2018. There were 32 students selected for the training program as experimental (16) and control groups (16). The post-test results of both
groups are shown in Table 5.4 for the experimental group and Table 5.6 for the control group. The average scores the member in both groups were calculated in all parts of the test and the results are shown in Table 5.5.

When the post-test results are examined using the same process as in the pre-test, some important results arise. The first important point is that the average scores of the students in the "Requirements Analysis" and "Design" phases, which are missing in the pre-test, have significantly increased in the post-test. The grades of the students in the experimental group increased more than the grades of the students in the control group. In addition, the average scores in other parts of the post-test are higher than the scores obtained in the pre-test. This means that the training period was beneficial for the participants, especially the students who used the virtual office environment, as they have dramatically increased their abilities in software development process.

The second important point of this analysis appears when the results of the post-test are compared on a group basis. This examination illustrates that the average scores of the experimental group in all parts of the post-test, except "Maintenance" phase, are higher than the average scores of the control group. It means that the students in the experimental group had a more successful education period than the students in the
Table 5.4: Post-Test Results of the Members in the Experimental Group

<table>
<thead>
<tr>
<th>Students</th>
<th>Requirement</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student 1</td>
<td>16</td>
<td>14</td>
<td>16</td>
<td>18</td>
<td>10</td>
<td>74</td>
</tr>
<tr>
<td>Student 2</td>
<td>12</td>
<td>16</td>
<td>18</td>
<td>20</td>
<td>12</td>
<td>78</td>
</tr>
<tr>
<td>Student 3</td>
<td>8</td>
<td>10</td>
<td>14</td>
<td>18</td>
<td>8</td>
<td>58</td>
</tr>
<tr>
<td>Student 4</td>
<td>10</td>
<td>12</td>
<td>18</td>
<td>16</td>
<td>8</td>
<td>64</td>
</tr>
<tr>
<td>Student 5</td>
<td>12</td>
<td>20</td>
<td>20</td>
<td>20</td>
<td>16</td>
<td>88</td>
</tr>
<tr>
<td>Student 6</td>
<td>10</td>
<td>8</td>
<td>6</td>
<td>14</td>
<td>8</td>
<td>46</td>
</tr>
<tr>
<td>Student 7</td>
<td>6</td>
<td>4</td>
<td>8</td>
<td>14</td>
<td>8</td>
<td>40</td>
</tr>
<tr>
<td>Student 8</td>
<td>10</td>
<td>12</td>
<td>8</td>
<td>12</td>
<td>8</td>
<td>50</td>
</tr>
<tr>
<td>Student 9</td>
<td>10</td>
<td>10</td>
<td>12</td>
<td>20</td>
<td>8</td>
<td>60</td>
</tr>
<tr>
<td>Student 10</td>
<td>6</td>
<td>2</td>
<td>8</td>
<td>12</td>
<td>4</td>
<td>32</td>
</tr>
<tr>
<td>Student 11</td>
<td>12</td>
<td>16</td>
<td>20</td>
<td>20</td>
<td>8</td>
<td>76</td>
</tr>
<tr>
<td>Student 12</td>
<td>8</td>
<td>10</td>
<td>12</td>
<td>12</td>
<td>6</td>
<td>48</td>
</tr>
<tr>
<td>Student 13</td>
<td>12</td>
<td>12</td>
<td>16</td>
<td>12</td>
<td>10</td>
<td>62</td>
</tr>
<tr>
<td>Student 14</td>
<td>8</td>
<td>10</td>
<td>14</td>
<td>14</td>
<td>6</td>
<td>52</td>
</tr>
<tr>
<td>Student 15</td>
<td>8</td>
<td>6</td>
<td>10</td>
<td>12</td>
<td>8</td>
<td>44</td>
</tr>
<tr>
<td>Student 16</td>
<td>8</td>
<td>6</td>
<td>12</td>
<td>10</td>
<td>6</td>
<td>42</td>
</tr>
</tbody>
</table>

The last important point is the number of successful students in the post-test. As was indicated in the previous section, the students have to get at least 60 points out of 100 in order to pass the course according to the grading policy of METU. When the students' numerical values are examined in the post-test, there were 7 students, who provided the minimum criteria that is required to be successful in the exam, in the experimental group out of 16 students as shown in Figure 5.3 and 4 students, who

Table 5.5: Average Scores of Both Groups for All Parts in Post-Test

<table>
<thead>
<tr>
<th>Group</th>
<th>Requirement Analysis</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Experimental</td>
<td>9.8</td>
<td>10.6</td>
<td>13.3</td>
<td>15.3</td>
<td>8.4</td>
<td>57.1</td>
</tr>
<tr>
<td>Control</td>
<td>8.5</td>
<td>6.4</td>
<td>10.6</td>
<td>12.1</td>
<td>10.8</td>
<td>48.4</td>
</tr>
</tbody>
</table>
Table 5.6: Post-Test Results of the Members in the Control Group

<table>
<thead>
<tr>
<th>Students</th>
<th>Requirement Analysis</th>
<th>Design</th>
<th>Implementation</th>
<th>Test</th>
<th>Maintenance</th>
<th>Total</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student 1</td>
<td>12</td>
<td>12</td>
<td>12</td>
<td>14</td>
<td>12</td>
<td>62</td>
</tr>
<tr>
<td>Student 2</td>
<td>8</td>
<td>10</td>
<td>12</td>
<td>10</td>
<td>8</td>
<td>48</td>
</tr>
<tr>
<td>Student 3</td>
<td>6</td>
<td>6</td>
<td>10</td>
<td>12</td>
<td>10</td>
<td>44</td>
</tr>
<tr>
<td>Student 4</td>
<td>10</td>
<td>12</td>
<td>16</td>
<td>16</td>
<td>14</td>
<td>68</td>
</tr>
<tr>
<td>Student 5</td>
<td>10</td>
<td>4</td>
<td>12</td>
<td>16</td>
<td>16</td>
<td>58</td>
</tr>
<tr>
<td>Student 6</td>
<td>6</td>
<td>2</td>
<td>10</td>
<td>10</td>
<td>12</td>
<td>40</td>
</tr>
<tr>
<td>Student 7</td>
<td>10</td>
<td>10</td>
<td>14</td>
<td>20</td>
<td>12</td>
<td>66</td>
</tr>
<tr>
<td>Student 8</td>
<td>8</td>
<td>6</td>
<td>10</td>
<td>10</td>
<td>10</td>
<td>44</td>
</tr>
<tr>
<td>Student 9</td>
<td>16</td>
<td>12</td>
<td>18</td>
<td>18</td>
<td>16</td>
<td>80</td>
</tr>
<tr>
<td>Student 10</td>
<td>4</td>
<td>4</td>
<td>8</td>
<td>10</td>
<td>10</td>
<td>36</td>
</tr>
<tr>
<td>Student 11</td>
<td>6</td>
<td>2</td>
<td>6</td>
<td>8</td>
<td>12</td>
<td>34</td>
</tr>
<tr>
<td>Student 12</td>
<td>6</td>
<td>6</td>
<td>10</td>
<td>12</td>
<td>8</td>
<td>42</td>
</tr>
<tr>
<td>Student 13</td>
<td>8</td>
<td>2</td>
<td>8</td>
<td>8</td>
<td>8</td>
<td>34</td>
</tr>
<tr>
<td>Student 14</td>
<td>8</td>
<td>4</td>
<td>10</td>
<td>12</td>
<td>6</td>
<td>40</td>
</tr>
<tr>
<td>Student 15</td>
<td>6</td>
<td>6</td>
<td>6</td>
<td>8</td>
<td>8</td>
<td>34</td>
</tr>
<tr>
<td>Student 16</td>
<td>12</td>
<td>4</td>
<td>8</td>
<td>10</td>
<td>10</td>
<td>44</td>
</tr>
</tbody>
</table>

passed the test, in the control group out of 16 students as illustrated in Figure 5.4. In total, the number of students, who could pass the test, is 11 out of 32 students.

5.3 Comparison Between Pre-Test and Post-Test Results

When the results obtained from both pre-test and post-test are analyzed, it is easily observed that there are some differences between these results. The first difference is that the number of successful students in the post-test is higher than the number of successful students in the pre-test. In the pre-test, a total of 3 students, 2 from the experimental group and 1 from the control group, received the grade to pass the test. In the post-test, this number reached 11 students, including seven from the experimental group and four from the control group. These numerical values show that both training methods are beneficial to improve the level of knowledge of the participants since the number of successful students in the post-test for each group is increased with respect to the number of successful students in the pre-test. However,
since the number of successful students in the experimental group is higher than the control group, it is seen that the virtual office environment is better than traditional methods. Another difference is that the average scores of the participants in all parts of the post-test is higher than the participants’ average scores in all parts of the pre-test as shown in Figure 5.5. This observation also supports the idea that both training methods are useful for individuals. However, the important finding is that the average scores of the students in the experimental group are higher than the average scores of the students in the control group in all parts of the post-test except the "Maintenance" part. This means that the students, who were trained with the virtual office environment, have increased their knowledge levels more than the students, who have studied the software engineering concepts by using traditional methods. Hence, our training environment is more beneficial than the traditional methods.

In order to prove this claim statistically, *two sample t-test* have been used since the groups were randomly constituted. The definitions of the variables used in the formula of *two sample t-test* are listed as follows:

- $\mu_1$: the population mean of the differences between pre and post-test for the experimental group
• $\mu_2$: the population mean of the differences between pre and post-test for the control group

• $n_1$: the sample size of the experimental group

• $n_2$: the sample size of the control group

• $\bar{X}_1$: the sample mean of the differences between pre and post-test for the experimental group

• $\bar{X}_2$: the sample mean of the differences between pre and post-test for the control group

• $s_1^2$: the sample variance of the differences between pre and post-test for the experimental group

• $s_2^2$: the sample variance of the differences between pre and post-test for the control group

• $T$: test statistic

• $t$: critical value

• $p$: probability value of differences
Two Sample T-Test Statistic Formula:

\[ T = \frac{\bar{X}_1 - \bar{X}_2}{\sqrt{\frac{(n_1 - 1)s_1^2 + (n_2 - 1)s_2^2}{n_1 + n_2 - 2} \left( \frac{1}{n_1} + \frac{1}{n_2} \right)}} \]

The hypothesis of the study should be identified before calculating the test statistic denoted by "T". This study states the null hypothesis, which is illustrated as "\( H_0 \)" as the difference between the population’s means of the experimental and control groups is equal to each other. Hence, the alternative hypothesis indicates that the population mean of the experimental group is greater than the population mean of the control group. The statistical representations of these hypotheses are shown as follows:

\[ H_0: \mu_1 = \mu_2 \]
\[ H_a: \mu_1 > \mu_2 \]

Figure 5.5: The Difference Between Pre-Test and Post-Test Results of Both Groups

The value of "T" should be calculated at first in order to decide which hypothesis will be accepted. To do this operation, the numerical data, which represents the differences between pre-test and post-test scores of both groups (see Table 5.7), have been entered to Minitab in order to figure out whether there is a significant difference between the groups.
Table 5.7: The Differences between Pre-Test and Post-Test Results

<table>
<thead>
<tr>
<th>Experimental Group</th>
<th>Control Group</th>
</tr>
</thead>
<tbody>
<tr>
<td>38</td>
<td>28</td>
</tr>
<tr>
<td>16</td>
<td>18</td>
</tr>
<tr>
<td>26</td>
<td>24</td>
</tr>
<tr>
<td>28</td>
<td>32</td>
</tr>
<tr>
<td>24</td>
<td>16</td>
</tr>
<tr>
<td>18</td>
<td>10</td>
</tr>
<tr>
<td>20</td>
<td>20</td>
</tr>
<tr>
<td>16</td>
<td>4</td>
</tr>
<tr>
<td>44</td>
<td>16</td>
</tr>
<tr>
<td>22</td>
<td>22</td>
</tr>
<tr>
<td>38</td>
<td>8</td>
</tr>
<tr>
<td>24</td>
<td>22</td>
</tr>
<tr>
<td>30</td>
<td>8</td>
</tr>
<tr>
<td>18</td>
<td>24</td>
</tr>
<tr>
<td>18</td>
<td>22</td>
</tr>
<tr>
<td>16</td>
<td>10</td>
</tr>
</tbody>
</table>

According to the results obtained from Minitab, when the value of significance level \(\alpha\) was selected as 0.05 and assuming the variances of the groups as equal to each other, the value of test statistic \(T\) is 2.36 and \(p\) value is 0.03. For the critical value \(t\), \(t\)-Table (see Appendix D) plays a critical role to calculate \(t\). Hence, according to \(t\)-Table, this value is equal to 2.04 when the number of population was selected as 30 \((n_1 + n_2 - 2)\).

The numerical data obtained from the \(t\)-test provide important findings to prove whether the study was successful or not in a statistical way. There are two different ways to understand which of the above mentioned hypotheses will be accepted by using this numerical data. In the first way, the calculated \(p\) value, which is equal to 0.03, indicates that the null hypothesis has to be rejected since the value of \(p\) is smaller than 0.05. In such cases, the statistic states to reject the null hypothesis. In the second way, our test statistic value \(T\), which is calculated as 2.36, is greater than the critical value \(t\), which is equal to 2.04 with respect to the \(t\)-Table. In such cases, the statistic also states to reject the null hypothesis. As a result of this statistical analysis, we accept the alternative hypothesis by rejecting the null hypothesis within a 99.5%
confidence interval. This means that the population mean of the differences between
pre-test and post-test of the experimental group is greater the population mean of the
differences between pre-test and post-test of the control group. Thus, according to
the statistical results, we can say that the members of the experimental group increase
their knowledge levels more than the members of the control group.

5.4 PQ and ITQ

The sense of presence is one of the critical factors to establish successful virtual envi-
ronments [111]. In order to provide this sense to the participants, the designed virtual
environments should be close to the real environments. As a result, the virtual en-
vironments can be considered a successful tool. For this reason, it is important to
measure the participants’ level of sense of presence after using the virtual environ-
ment in order to detect whether the virtual environment is successful.

PQ and ITQ are the most popular questionnaires to measure both the participants’
immersion levels and how much the individual tends to be immersed [112]. Hence,
this study has benefited from both PQ (see Appendix E) and ITQ (see Appendix F).
Before applying these questionnaires, items 23 and 24 in PQ, which are unrelated to
our study, were extracted from the PQ since our system does not include any haptic
mechanism, hence, it is not meaningful to measure these questions.

Before the training program, ITQ was organized to understand how much the par-
ticipants tend to be immersed. In this questionnaire, the participants have answered
18 questions. According to the question content, they rated each question at a value
between 1 and 7 to indicate how much the problem was appropriate for them. The
highest score that can be obtained from this test is 126. After calculating the score of
each participant, the results are obtained as shown in Figure 5.6.

When the scores illustrated in Figure 5.6 are evaluated over 100, there are 4 students
who tend to be immersed by 90 percent and above; 1 student who tends to be im-
mersed between 80 and 90 percent; 8 students who tend to be immersed between
70 and 80 percent; and 3 students who tend to be immersed below 70 percent. This
means that the participants tend to be immersed at an average of 74.55 percent. Ac-
tually, this result was expected because the participants’ age range is between 20 and 22 so they can be easily affected by films, videos, games or any other technological tools since they grow up with technological devices.

During the training period, PQ was organized with the students after each VR session in order to measure their sense of presence. In this questionnaire the participants have answered 22 questions. According to the question content, they rated each question at a value between 1 and 7 to indicate their level of immersion based on the properties and functionalities of the virtual environment. The highest score that can be obtained from this test is 154. After calculating the score of each participant in each VR session, the results are obtained as shown in Figure 5.7.

When the scores of PQ shown in Figure 5.7 are evaluated over 100, the immersion levels of the participants can be listed as in Table 5.8.

When the values of PQ are examined, some important points are obtained from this analysis. First of all, all students except one have felt themselves at least 70 percent included in the virtual environment. Six students felt a strong immersion sense to our virtual office environment at 85 percent and above. The second important point is that although the PQ scores obtained from the last session is less than the PQ scores
obtained from the first session, the difference between these scores are close to each other. This means that even when the system is used frequently by the participants, the effect of the system on them remains almost the same. Lastly, the average PQ score of the participants in whole training period is 77.06 percent. This score shows that the participants have likened the virtual office environment to the real office environment about 77.06 percent. As a conclusion, our virtual office environment has the ability to create an atmosphere similar to the real office environment atmosphere so that the participants can feel like they are in the real office environment. In this way the participants’ level of knowledge and experience can be increased more since the sense of presence is the most important factor that shows the success of the virtual environments when they are used for educational purposes.

5.5 Validation Interviews

The quantitative part of the study was completed by administrating pre-test and post-test, and organizing PQ and ITQ with the participants. The numerical values obtained from these tests were also analyzed by applying two sample t-test in order to get valid results in terms of statistic. As was mentioned in the "Test and Evaluation Methodol-
Table 5.8: PQ Scores of the Participants over 100 Students

<table>
<thead>
<tr>
<th>Students</th>
<th>Session 1</th>
<th>Session 2</th>
<th>Session 3</th>
<th>Session 4</th>
<th>Session 5</th>
<th>Session 6</th>
</tr>
</thead>
<tbody>
<tr>
<td>Student 1</td>
<td>89.61</td>
<td>86.36</td>
<td>87.66</td>
<td>84.42</td>
<td>85.06</td>
<td>83.77</td>
</tr>
<tr>
<td>Student 2</td>
<td>87.66</td>
<td>87.01</td>
<td>88.31</td>
<td>85.71</td>
<td>83.12</td>
<td>83.77</td>
</tr>
<tr>
<td>Student 3</td>
<td>76.62</td>
<td>74.68</td>
<td>74.03</td>
<td>72.73</td>
<td>70.13</td>
<td>68.18</td>
</tr>
<tr>
<td>Student 4</td>
<td>86.36</td>
<td>84.42</td>
<td>84.42</td>
<td>83.77</td>
<td>81.82</td>
<td>81.17</td>
</tr>
<tr>
<td>Student 5</td>
<td>94.81</td>
<td>92.21</td>
<td>90.26</td>
<td>89.61</td>
<td>90.26</td>
<td>90.26</td>
</tr>
<tr>
<td>Student 6</td>
<td>72.73</td>
<td>71.43</td>
<td>72.08</td>
<td>73.38</td>
<td>70.78</td>
<td>71.43</td>
</tr>
<tr>
<td>Student 7</td>
<td>70.13</td>
<td>72.08</td>
<td>68.83</td>
<td>68.18</td>
<td>64.94</td>
<td>63.64</td>
</tr>
<tr>
<td>Student 8</td>
<td>74.68</td>
<td>75.32</td>
<td>70.13</td>
<td>71.43</td>
<td>68.83</td>
<td>68.18</td>
</tr>
<tr>
<td>Student 9</td>
<td>78.57</td>
<td>77.27</td>
<td>74.03</td>
<td>75.32</td>
<td>72.73</td>
<td>71.43</td>
</tr>
<tr>
<td>Student 10</td>
<td>58.44</td>
<td>55.19</td>
<td>51.95</td>
<td>48.05</td>
<td>45.45</td>
<td>44.16</td>
</tr>
<tr>
<td>Student 11</td>
<td>95.45</td>
<td>93.51</td>
<td>94.16</td>
<td>91.56</td>
<td>90.91</td>
<td>92.21</td>
</tr>
<tr>
<td>Student 12</td>
<td>74.03</td>
<td>71.43</td>
<td>72.73</td>
<td>72.08</td>
<td>70.13</td>
<td>69.48</td>
</tr>
<tr>
<td>Student 13</td>
<td>89.61</td>
<td>90.26</td>
<td>90.91</td>
<td>89.61</td>
<td>88.31</td>
<td>88.96</td>
</tr>
<tr>
<td>Student 14</td>
<td>72.73</td>
<td>74.68</td>
<td>75.97</td>
<td>75.32</td>
<td>71.43</td>
<td>70.13</td>
</tr>
<tr>
<td>Student 15</td>
<td>70.13</td>
<td>70.78</td>
<td>68.83</td>
<td>67.53</td>
<td>68.18</td>
<td>69.48</td>
</tr>
<tr>
<td>Student 16</td>
<td>81.17</td>
<td>79.22</td>
<td>79.87</td>
<td>77.92</td>
<td>80.52</td>
<td>79.22</td>
</tr>
</tbody>
</table>

ogy" chapter, "Mixed Research Methodology" was used for the research methodology of the study, hence, it was necessary to complete the qualitative part of the study. To achieve this issue, a set of semi-structural interviews was organized with the lecturers in order to obtain their comments about the system. The summary of these interviews are as follows:

- "The fact that the practical knowledge given in the course can be tested in an environment close to real life is a very positive feature in terms of the students' development."

- "A limited number of practical environments such as internship and graduate projects is increasing via using this tool."

- "The students can increase their experience level by working in many different project scenarios."

- "As projects developed in the market create risks for individuals, there is pressure on people during project development. Such a platform that aims to edu-
cate people without having this pressure will play a positive role in the development of individuals."

In addition to these comments, a set of semi-structural interviews was also organized with the participants in order to learn their opinions about the system. The summary of these interviews are as follows:

- "That was an amazing experience for me. I am a student and i have worked as an intern last year. I was so shy to ask people what should I do who shall I talk with etc. Most probably I will experience the same emotions during the first month of my job. In my opinion these programs can help us get used to work. Sometimes it is hard to ask people so many questions. Thanks to this applications we can complete the tasks with no need to being annoying."

- "I have some problems in communicating with other students. I’m sure that the same situation will occur when I start to work. If the companies use this program in the orientation period by demonstrating the current workers and their duties, this will be so helpful for me since there is no need to ask anyone for help."

- "Before working in real life, I gained the confidence to experience the fields that I will work in the future. I know this is virtual, but I didn’t feel that much when I was using it. I think that if we could move instead of using a keyboard to move in a virtual office environment, the realism of the system would increase."

- "Learning some things in real life can sometimes create unwanted results. This training platform has enabled us to gain experience about software projects without experiencing all these problems. It is a successful training tool because it provides opportunities to use this system frequently without the need for space for training and trainers. The warnings given about the errors are very important in terms of personal development."
CHAPTER 6

CONCLUSIONS AND FUTURE WORKS

6.1 Discussion

This thesis study proposes a training environment to the novice software engineers in order to increase both their level of knowledge and experience in a similar environment to the real environment without having actual risks. For this purpose a virtual office environment was developed to teach the tasks occurred in the software development process to the individuals who will work in this area. In addition, a desktop application was also developed in order to make the virtual office environment more dynamic since it enables system administrators to create different software project scenarios. However, before developing these tools a literature review was conducted to develop the background of the study. Firstly, it was begun to give the definitions of software, software development and software engineering. After defining these concepts, the reasons why it is necessary to develop the software projects within a certain logical framework were explained to show the importance of the software development methodologies. Then, it was explained why there are several different software development methodologies in the literature and both the advantages and disadvantages of the existing software development methodologies were illustrated. After that, although there exist several different software development methodologies to produce successful software products, it was stated that most of the software projects are finished by not providing the requirements of the customers. Hence, it continued to illustrate the negative impacts of the unsuccessful software projects on the economy of both the governments and companies. After finding this problem, the reasons that cause the software projects to fail were researched and it was found that
the most important reason is the lack of knowledge and experience of the individuals, who work in this area. In the last stage of the literature survey, the studies, which aim to teach software engineering concepts to individuals, were analyzed in detail.

After analyzing the studies in the literature, it was determined that there are 3 main missing points of the existing studies. These are:

- **Low/Limited Increased Reality**
- **Missing Whole Project Development Processes**
- **Limited Number of Stories**

As was mentioned before, the aim of this thesis is to develop a training tool for individuals about the software development process by eliminating the missing points of the existing studies in the literature. To achieve this aim, 2 complementary applications were developed in the scope of this dissertation. These are: **Scenario Generator** and **Virtual Office Environment**.

The below items describe how the programs developed in this study solved the missing points of the studies in the literature.

- **Low/Limited Increased Reality**: This missing point was solved by the "**Virtual Office Environment**". The 3D virtual office environment with a head-mounted display produces an interactive training environment which is similar to the real office environment. The participants can interact with the workers, who are NPCs working in the same company, in order to learn their missions in the software project. In addition, the participants can also interact with the elements in the virtual office environment such as opening and reading the project definition document. In this way the participants have the opportunity to test and develop themselves in a virtual office environment, which is designed to be closest to the real office environment, by dealing with project development problems. The effect of the system on the participants was measured by PQ and ITQ frequently used questionnaires in the literature.

- **Missing Whole Project Development Processes**: This missing point was solved
by "Virtual Office Environment" and "Scenario Generator". "Scenario Generator" program has the ability to produce an XML file, which contains the missions related to the each phase of SDLC, by constructing an ontological meta-language based on its own unique tag-structure. Thanks to this program, which is used by the project manager or the team leader, the participants have the chance to be involved in every phase of the software development process. "Virtual Office Environment" parses the XML file produced by "Scenario Generator" and makes the scenario written in the XML file come alive. Hence, the participants can experience the project scenario generated by the authorized person of the company via the virtual office environment.

- **Limited Number of Stories:** This missing point was solved by "Scenario Generator". This program has the ability to produce an XML file, which contains the missions related to each phase of SDLC. Hence, the project managers can easily produce several different project scenarios by using this program.

### 6.2 Validation of the Proposed Training Environment

The potential threats of this study, which may affect the validity of the study, were identified in Chapter 4. In order to deal with these threats, some procedures were performed as follows:

- **Construct Validity ⇒ Qualitative Measure:** A set of semi structural interviews was organized by both the lecturers and the students.

- **Construct Validity ⇒ Quantitative Measure:** A pre-test and a post-test were administered with the students to determine their progress levels during the training period. In addition, PQ and ITQ were also applied to understand the success of the designed VR environment.

- **Internal Validity ⇒ History Effect:** A pre-test was administered with the students for both groups at the beginning of the study in order to determine their knowledge levels before starting the training period. Therefore, the history effect was eliminated since their knowledge levels were almost the same at the beginning of the study.
• **Internal Validity ⇒ Testing Effect:** In order to eliminate this threat, the first three students in both tests were given a gift. Therefore, the students tried to give correct answers to the questions in order to be among the first three students in the tests. In addition to this procedure, for determining the motivation of the students in the control group, they were asked how many hours they spent to study software engineering topics in a week. They have indicated that they have studied the software engineering concepts for an average of 78 minutes per week. Hence, these students spent as much time as the students in the experimental group to study software engineering subjects.

• **Internal Validity ⇒ Instrumentation Effect:** refers any change in the system during the training period. The designed system did not change during the training period.

• **External Validity ⇒ A Conceptual Replication:** This study is based on the literature that has been rigorously reviewed to assess potential needs of a virtual training platform. As a result, some important and novel features were identified. After conducting this exploration, we have added a set of features to our training platform to develop more efficient and immersive training environment for the individuals. Therefore, a novel platform was designed to teach the tasks related to software development process.

• **Reliability:** The students have tested the training platform. During the training period, they have participated the necessary tests that show the success of the designed platform. In order to address the reliability issues of the study, valid statistical tests applied to the results obtained from these tests. In addition, a set of semi-structural interviews was also conducted with the lecturers to obtain their thoughts about our system as an expert point of view.

6.3 Limitations

Although the potential threats, which may affect the results of this study in a negative manner, were eliminated, one of them cannot be eliminated since it depends on the declaration of individuals. Hence, this threat may limit the validity of the study. It
can be listed as:

- The participants in the experimental group may also study the software engineering concepts from other resources.

To deal with this threat, the students in the experimental group were warned informed several times not to review the software engineering topics from other resources. They have declared confirmed that they did not study these concepts from other resources, however they may have studied.

6.4 Revisiting the Research Questions

In this section, the research questions from Chapter 1 are discussed in the light of the results obtained from the user experiences. The aim of this study is to increase the experience and knowledge levels of novice software engineers about the tasks related to software development process by designing a 3D virtual office environment. By using the potentials of a virtual office, a task-based software engineering training can be conducted independently from customers and instructors outside traditional office environments. By taking into account of this aim, this study has a total of 2 research questions:

RQ 1: Can the proposed training environment increase performance of students on software engineering tasks (e.g. requirement capturing, coding, testing, etc.)?

In order to response to the first research question, software engineering discipline requires self directed training where VR-based environment is an opportunity to get trained regarding best practices without having hands-on experience from the field. We found that using VR simulation for training of software engineering tasks significantly improves skills of software engineering trainees. This confirms that VR simulation training is a complementary tool to conventional training. In order to validate this claim, the proposed system was tested with the students. The students were randomly divided into two groups, which are control and experimental groups. The students in the control group studied the software engineering concepts from traditional resources while the students in the experimental group used our training
platform for these topics. In order to understand the students’ progress, a pre-test and a post-test were administered. The results of these tests indicated that the students in the experimental group have increased their knowledge levels more than the students in the control group.

In addition, the students cannot find the opportunity to take place in the real-life projects frequently. However, the students had an opportunity to practice the tasks occurred in different types of software projects by using this training platform since this platform has the ability to produce and animate unlimited number of project scenarios. In addition, artificial intelligent NPCs also help the students about the tasks of the software development process. Therefore, the students could repeat the concepts in the field of software engineering without having real-life constraints. As a result, this environment provided an accelerated learning mechanism for them and their knowledge levels were increased. In addition, the lecturers also confirmed that students are able to transfer the tacit knowledge to explicit knowledge during the interviews.

In such training environments, the realism of the virtual environments is one of the most important aspects that highlights the success of designed environments. In general, this realism is directly proportional to the feeling of being there. For this reason, it is necessary to measure the sense of presence of the participants. To achieve this purpose, PQ was administered with the students in the experimental group. According to the results obtained from PQ, the students have felt a strong immersion. This means that our 3D virtual office environment is similar to real office environment. Hence, the developed system is evaluated as successful.

**RQ 2: Can the proposed training environment motivate the students for exercising the tasks related to the each phase of SDLC?**

Motivation plays a crucial role for the success of the individuals on a topic. Hence, training environments should motivate the participants. In this study, the students have used our virtual office environment six times. After each VR session, PQ was administered. In here, the important point is that the difference between the score of the first PQ and the score of the last PQ is almost equal for each student in the experimental group. This shows that our training platform has the ability to motivate
the students since both their PQ scores did not decrease and their knowledge levels increased.

6.5 Conclusion

As can be seen, our training framework tried to eliminate the missing points of the existing studies in the literature by gathering all properties into one environment. Different testing methods were organized in order to learn whether this training platform achieves this aim. For this purpose, 32 students, who are currently studying at the computer engineering department, have tested our training platform. They were randomly divided into 2 groups which are experimental and control groups. The members in the control group could not use our training platform for the software engineering topics. They were only allowed to use traditional resources such as books, videos or presentations. The members in the experimental group were only allowed to join our training environment to study defined software engineering problems. It was strongly stated to them that they are not allowed to use any other resources to study these subjects. A pre-test at the beginning of the training period and a post-test at the end of the training period were administered in order to figure out the effects of both training strategies. The results indicate that there is no significant difference between the knowledge levels of both groups at the beginning of the program. At the end of the training program, the knowledge levels of the program have dramatically increased for both groups. However, the members in the experimental group have increased their knowledge levels more than the members in the control group. This means that our training platform provides a beneficial educational tool to teach the software development process to individuals who will work in this area. To support this idea, a set of semi-structural interviews was also organized with the participants in order to learn their opinions about our training framework. According to the results obtained from these interviews, the participants have evaluated our platform as a valuable training tool.

The success of our training platform was also tested by applying PQ and ITQ with the participants to measure their sense of presence levels since presence is the most important factor that shows the success of the virtual environments. After each VR
session, PQ was administered to the participants to observe their sense of presence levels. These measurements specify that most of the participants have a strong "presence" feeling for our virtual office environment. When the average of all participants’ scores in six sessions is taken, a success rate of 77 percent is observed. This means that our virtual office environment has the ability to create real office environment atmosphere 77% success. As a conclusion, the findings of this thesis demonstrate that our virtual reality training platform can be efficiently used in the training of participants about the tasks occurred in the software development process.

6.6 Future Work

For the future works of this study, it is planned to increase the AI mechanism of the NPCs in the virtual office environment by using deep learning algorithms. Hence, the NPCs may produce their own dialogues to communicate with the participant about the development process of the project or to automatically give duties of the project to the participant without reading the XML file. In this way, the work load of the project managers, who create the project scenario, may be decreased. In addition, an on-line module in which it allows the multi-player concept is also planned to integrate to the system. Hence, the participants have a chance to develop the projects with both the real individuals and NPCs. Finally, text-to-speech property will be also included into the system as a functionality of the participants. In this way, the participants can use the system more dynamically since they can dynamically enter the speeches and the NPCs have ability to understand these speeches. This would increase the sense of presence of the participants.
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WEEK 1 SCENARIO

Traditionally, a voting machine has been defined by the mechanism the system uses to cast votes and further categorized by the location where the system tabulates the votes. Your company Elma Ltd. were asked to design a voting machine by Gantek A.Ş., on which voters can see a list of candidates and select one to vote for.

The voting machine should check that each voter is eligible to vote. The electoral registrar will also want to print a summary of the total votes for each candidate, and (separately) a list of the voters who have voted, and a list of those who haven’t. In case of a dispute the machine should also list a complete record of who voted for whom, but only a judge can use this function. The machine shall be able to transmit 100 votes in every second to a cloud middleware. A voter shall be able to understand the user interface in a reasonable period of time (e.g. think about actual time for an individuals’ voting process). None of the actors involved in the voting process should be able to link a ballot to a voter. Each and every ballot should directly be recorded and counted. All votes are considered equal.

WEEK 2 SCENARIO

You are hired as a software engineer from a very fast growing company called Argela, Inc. Innova was founded by Bülent Kaytaz who worked as a system engineer for Alcatel Lucent for more than ten years. Later, he decided to start a company to generate innovative technologies for the future of communication, which has grown rapidly and is now doing 10M Euros per year in sales of software which, has crafted a series of telecom products that lead the way in efficiency and intelligence. The services they provide are an elegant mix of compliance to industry standards, scalable, open and able to keep pace with all the latest advancements. The company now has 25 employees: 3 in management, 5 in marketing and sales, 5 in maintenance, and 12 in software development. On December 22, 2017, Argela successfully completed and delivered its “Development of Software Defined Network (SDN) Technologies, (MİLAT) Project” to the Turkish Under Secretariat for Defense Industries (SSM).

Argela has decided to implement an interactive web-based alternative to the telephone directory based solution that can be utilized in military, public safety and commercial communication infrastructures enabling dynamic cybersecurity using such a service with 256 bit AES encryption, anybody with access to the Internet shall be able to browse and search the company’s list of telephone customers to find their name, address, and phone number. In addition, it shall be possible for the customers listed in the directory to extend this information with their email- and web-addresses. To access this functionality, customers must authenticate themselves by supplying a password provided by the telephone company. The system must also handle updates of the directory by company staff. For security reasons, this shall not be done from the web-interface, but only from workstations within the company’s internal network.
The system should be able to handle 100 concurrent connections internally while should respond to 1000 participants as quick as possible. In addition, there is a legacy system that works with knowledge base, which was developed in COBOL where some important data sometimes should be double-checked instantly. Therefore a facade might be essential for providing some of the services. For security, an exact copy of selected calls need to be remain in the database for one year while recoding footprints on the server need to be less than 20 megabytes. All designed user interfaces system should be following the GUI Standard 12024 which certainly states the training time even for a difficult walkthrough happen on the application should not exceed half a day. SSM would like to have all development activities in a given a constantly evolving functional and technical landscape by easily adapting to changing requirements throughout the process with the visibility into the actual progress of projects that needs to be available.

**WEEK 3 SCENARIO**

Field service employee Bob tries to open the door Nr.777 via the locking mechanism at its side. Unfortunately, he breaks his key inside the lock without opening the door. He desperately shakes the door handle, which causes an alarm. Security officer Steven, who is working at the control center, receives a notification about the alarm. The notification consists of an audio signal and a camera position. Steven opens LaVis and enters the camera position. LaVis shows him the live picture of camera 1337 associated with the alarm. The live picture is overlaid with a 3D-Model of the room in which door 777 is flashing red. Steven opens the “Security Staff” menu that shows that three security staff members are available to deal with the alarm. LaVis shows their names, IDs and the position of nearby cameras. In addition, the distance to door 777 is also shown. Two of the security staff members are working at a passage nearby; the third one is further away. However, when Steven watches the videos of the associated cameras, he sees that both are quite busy at the moment. So he decides to send Thomas, the third person. Using LaVis’s drag and drop facility, He drags the icon for Tom to the location of the door alarm. As a result of this action, Toms’ iPhone rings. Tom opens the display and sees the alarm including the location of the door. When Thomas reaches the door, he meets Bob who is still shaking the door. Thomas asks for Bob’s Staff ID Card. Then he verifies the ID card by typing the ID number into the iPhone. The iPhone connects to the control center server and verifies the ID number. After Tom compares Bob’s face with the picture on the ID card he unlocks the door electronically using LaVis on his iPhone. He selects the door and clicks the “Unlock” icon. Bob can finally go through the door.
WEEK 4 SCENARIO

The software system supports a computerized banking network including both human cashiers and automatic teller machines (ATMs) to be shared by a consortium of banks. Each bank provides its own computer to maintain its own accounts and process transactions against them. Cashier stations are owned by individual banks and communicate directly with their own bank’s computers. Human cashiers enter account and transaction data. Automatic teller machines (ATM) communicate with a central computer that clears transactions with the appropriate banks. An ATM accepts cash card, interacts with the user, communicates with the central system to carry out the transaction, dispenses cash, and prints receipts. The system requires appropriate record keeping and security provisions. The system must handle concurrent accesses to the same account correctly. The banks will provide their own software for their own computers. The cost of shared system will be appropriated to the banks according to the number of customers with cash cards.

WEEK 5 SCENARIO

A telephone company has decided to implement an interactive web-based alternative to the telephone directory. Using this service, anybody with access to the Internet shall be able to browse and search the company’s list of telephone customers to find their name, address, and phone number. In addition, it shall be possible for the customers listed in the directory to extend this information with their email- and web-addresses. To access this functionality, customers must authenticate themselves by supplying a password provided by the telephone company. The system must also handle updates of the directory by company staff. For security reasons, this shall not be done from the web-interface, but only from workstations within the company’s internal network.

WEEK 6 SCENARIO

Murat’s Pizza Delivery wants to speed up the ordering process, reduce losses caused by misunderstandings on the phone and attract new customers. A new web-based pizza ordering system that allows customers to enter orders in their web browsers is supposed to solve all three issues. The system must be built for the WebObjects platform using the Xcode IDE and integrate in an existing Apache environment.

The ordering system must be easy to use, as customers of all ages and expertise levels are supposed to use it.

Customers may order pizzas with three different types of dough, thick or thin, and various toppings. Customers must be able to register for a customer account. A customer account stores address information and preferences, but no payment details for security reasons. Orders should be possible with or without a customer account. For privacy reasons, customer data must be stored in encrypted form only.
The system must be usable with all major web browsers (i.e. Internet Explorer, Firefox, Safari and Opera) and be able to handle at least 10 customers ordering at the same time.

The cook can request a list of all open orders. When he has finished making a pizza, he marks an order as “ready for delivery”.

A delivery note with the customer’s address, to be attached to the pizza by the cook, is printed automatically.
APPENDIX B

PRE-TEST SCENARIO
PRE-TEST SCENARIO

Tadım Pizza Inc., is a city wide chain of pizza restaurants in Ankara with a tightly run operation that uses a computer to manage inventory of ingredients – such as tomato sauce, pepperoni, cheese and so on. They have an old system that runs on DOS and old computers. They want to upgrade both the hardware and software. In addition to stock control of their ingredients, they want to allow for web-based online ordering of pizzas for home delivery. This web system will be *integrated* with the “point of sale” system in the restaurants that keeps track of the orders in the restaurants.

In addition to traditional crust pizzas, they offer deep pan (Turkish-style) pizzas cheese bread, garlic bread, and soda drinks of all kinds. They have a specialty line of Turkish pizzas with pastrami, sucuk and mince meat, as well as a varying selection of Chef of the Day pizzas. This is an *experimental* line of pizzas. The company wants to track the *acceptance of pizzas from online orders*. If a pizza is popular it will be offered as part of the regular menu.

Each pizza on the menu can be ordered in different sizes.
Each pizza has different ingredients – and in different quantities.
Each pizza comes with a set list of toppings.
Each topping can be optionally ordered in lower, normal and higher amounts.
Additional toppings can be ordered.
Each ingredient and topping is supplied by a number of suppliers.
A pizza cannot be ordered if the ingredients are not available.
Each item on the menu may be single pizza or a combination item with side orders or soda drinks.

When the ingredients run low, online purchase orders need to be generated and emailed to the supplier with the current lowest price.

The old system used by the company has been used for stock control for many years. They are very comfortable with the actions of recording the use of ingredients as pizzas are cooked and of ordering new ingredients. They are much more uncomfortable with the web-based ordering facility. They don’t know how it should look or exactly how to match the end user ‘ordering experience’ with their image of classy, but simple food. They want the system to support up to 100 people ordering concurrently.
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POST-TEST SCENARIO
POST-TEST SCENARIO

You are hired as a software engineer from a very fast growing company called Elma, Inc. Elma was founded by John Hopkins who worked as a system engineer for Dublin City University for more than ten years. Later, he decided to start a company, which has grown rapidly and is now doing 10M Euros per year in sales of school automation systems primarily to universities throughout the European Union. The company now has 25 employees: 3 in management, 5 in marketing and sales, 5 in maintenance, and 12 in development. The web automation system mainly consists of two modules: (i) an instructor module similar to an electronic version of a grade-book which is basically has a function of adding/removing grades for students’ exams, (ii) a student module which is primarily for students to see their exam grades from the web.

You joined Elma 5 days ago and you have been told that you would be working as a Java programmer. However, the management now says: “During your interview, people from management found you capable of handling challenging tasks, we immediately start on a new features for our school automation software, so our project manager wants you to assist him in some of his software quality management activities. Perhaps, you may start with some basic requirement analysis. Next, we should be working on design and implementation of quality of our subsystem, and I hope you are a quick learner because we need to use your skills on a little bit of software testing. I am sure you will be delighted to work on the updates for our project charter and maybe later you need to do a little bit work on configuration management.”

The next day, Marie Currie, who is the head of engineering management, calls you into her office. She says, “Our market research team consisting of all departments finished their study”. Team suggested that we need to develop a new release which leverages the market advantage of our product. As an urgent matter, several of our customers demand that a new release should have features like a dial-up interfaces. For example: a student shall be able to dial up school phone and learn his or her grades. Mrs. Currie also tells, a competitor claims that their new product will support mobile devices for accessing grades. However, management decided to implement a phone interface alternative to mobile logins first. Any of the students are able to phone school shall be able to browse their exam results. Moreover, it shall be possible for students to get an email from the system when their exam results are ready for viewing. For some security reasons, all grading shall be done from a web-interface which is accessible only from university campus and can be altered only by both instructors and system administrators.
The next day Marie Currie calls you again for a new part of the project. She says, “As you might know, in several campus based accommodation in many universities are now using (disposable) key cards for dormitory doors (both for doors of individuals and for buildings). These cards and card-locks are usually more preferred than traditional keys because they are easier to maintain. In particular, it is a cheap and effective solution to deal with students who usually lost their keys. The notion behind this re-codeable cards is that the card codes the lock, for example if a card is lost or stolen the newly obtained card recodes the card-lock. After that, old key cards will not work anymore with the lock....”

She continues, “A card-lock unit usually works with battery which is under complete isolation, i.e. no network or any other connections with a computer. Nevertheless, it has an ability for storing a copy of code for the (current) key. That is the code which is also stored in the active key card. A special type of hardware which is connected to computer is usually needed for creating several sets of pseudo-random numbers which are operated as key for these locks. These card locks, however, can only be unlock by the current key code or otherwise with its successor key-code. The key codes are specifically generated by a special hardware as a sequence of pseudo-random numbers. Consequently, if someone loses a card, the next key-code number is generated and loaded in a new card. Whenever this card is used on the key-lock, the old card-code will be disabled automatically. One of the main benefits of this mechanism is that there is no connection required in between information services and locks in campuses unless the lock hardware and keys initially synchronized by using the same pseudo-random generator....”

For example in one form of a typical scenario, a student lost his or her key-card walks to IT services to get a new card which should have the next key for his or her room. As soon as the student walks to the room and uses his or her new card, the lock will be opened with the updated key-code and all previous key-cards will be disabled.
APPENDIX D

T-TABLE
<table>
<thead>
<tr>
<th>cum. prob</th>
<th>( t_{0.05} )</th>
<th>( t_{0.025} )</th>
<th>( t_{0.01} )</th>
<th>( t_{0.005} )</th>
<th>( t_{0.001} )</th>
<th>( t_{0.0005} )</th>
</tr>
</thead>
<tbody>
<tr>
<td>one-tail</td>
<td>1.000</td>
<td>1.645</td>
<td>2.306</td>
<td>3.091</td>
<td>3.841</td>
<td>4.605</td>
</tr>
<tr>
<td></td>
<td>2.000</td>
<td>1.282</td>
<td>1.990</td>
<td>2.576</td>
<td>3.291</td>
<td>4.032</td>
</tr>
<tr>
<td></td>
<td>3.000</td>
<td>1.216</td>
<td>1.850</td>
<td>2.457</td>
<td>3.091</td>
<td>3.841</td>
</tr>
<tr>
<td></td>
<td>4.000</td>
<td>1.179</td>
<td>1.782</td>
<td>2.364</td>
<td>2.960</td>
<td>3.650</td>
</tr>
<tr>
<td></td>
<td>5.000</td>
<td>1.156</td>
<td>1.729</td>
<td>2.306</td>
<td>2.845</td>
<td>3.488</td>
</tr>
<tr>
<td></td>
<td>6.000</td>
<td>1.139</td>
<td>1.684</td>
<td>2.262</td>
<td>2.734</td>
<td>3.356</td>
</tr>
<tr>
<td></td>
<td>7.000</td>
<td>1.126</td>
<td>1.645</td>
<td>2.228</td>
<td>2.632</td>
<td>3.243</td>
</tr>
<tr>
<td></td>
<td>8.000</td>
<td>1.115</td>
<td>1.610</td>
<td>2.201</td>
<td>2.538</td>
<td>3.143</td>
</tr>
<tr>
<td></td>
<td>9.000</td>
<td>1.105</td>
<td>1.579</td>
<td>2.179</td>
<td>2.447</td>
<td>3.052</td>
</tr>
<tr>
<td></td>
<td>10.000</td>
<td>1.096</td>
<td>1.549</td>
<td>2.159</td>
<td>2.359</td>
<td>2.968</td>
</tr>
<tr>
<td>two-tails</td>
<td>1.000</td>
<td>0.706</td>
<td>1.201</td>
<td>1.658</td>
<td>2.179</td>
<td>2.667</td>
</tr>
<tr>
<td></td>
<td>2.000</td>
<td>0.586</td>
<td>1.107</td>
<td>1.538</td>
<td>2.101</td>
<td>2.457</td>
</tr>
<tr>
<td></td>
<td>3.000</td>
<td>0.542</td>
<td>1.043</td>
<td>1.476</td>
<td>2.031</td>
<td>2.340</td>
</tr>
<tr>
<td></td>
<td>4.000</td>
<td>0.508</td>
<td>0.990</td>
<td>1.420</td>
<td>1.966</td>
<td>2.228</td>
</tr>
<tr>
<td></td>
<td>5.000</td>
<td>0.484</td>
<td>0.941</td>
<td>1.369</td>
<td>1.900</td>
<td>2.120</td>
</tr>
<tr>
<td></td>
<td>6.000</td>
<td>0.464</td>
<td>0.901</td>
<td>1.323</td>
<td>1.831</td>
<td>2.016</td>
</tr>
<tr>
<td></td>
<td>7.000</td>
<td>0.443</td>
<td>0.864</td>
<td>1.282</td>
<td>1.763</td>
<td>1.914</td>
</tr>
<tr>
<td></td>
<td>8.000</td>
<td>0.424</td>
<td>0.831</td>
<td>1.245</td>
<td>1.696</td>
<td>1.814</td>
</tr>
<tr>
<td></td>
<td>9.000</td>
<td>0.406</td>
<td>0.801</td>
<td>1.211</td>
<td>1.630</td>
<td>1.716</td>
</tr>
<tr>
<td></td>
<td>10.000</td>
<td>0.388</td>
<td>0.772</td>
<td>1.179</td>
<td>1.566</td>
<td>1.620</td>
</tr>
</tbody>
</table>

### Z-Values

<table>
<thead>
<tr>
<th>Z</th>
<th>0.000</th>
<th>0.674</th>
<th>0.842</th>
<th>1.036</th>
<th>1.282</th>
<th>1.645</th>
<th>1.960</th>
<th>2.326</th>
<th>2.576</th>
<th>3.090</th>
<th>3.291</th>
</tr>
</thead>
<tbody>
<tr>
<td>0%</td>
<td>50%</td>
<td>60%</td>
<td>70%</td>
<td>80%</td>
<td>90%</td>
<td>95%</td>
<td>98%</td>
<td>99%</td>
<td>99.8%</td>
<td>99.9%</td>
<td>100%</td>
</tr>
</tbody>
</table>
APPENDIX E

PRESENCE QUESTIONNAIRE
Characterize your experience in the environment, by marking an "X" in the appropriate box of the 7-point scale, in accordance with the question content and descriptive labels. Please consider the entire scale when making your responses, as the intermediate levels may apply. Answer the questions independently in the order that they appear. Do not skip questions or return to a previous question to change your answer.

**WITH REGARD TO THE EXPERIENCED ENVIRONMENT**

1. How much were you able to control events?

<table>
<thead>
<tr>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
</tr>
</thead>
<tbody>
<tr>
<td>NOT AT ALL</td>
<td>SOMEWHAT</td>
<td>COMPLETELY</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

2. How responsive was the environment to actions that you initiated (or performed)?

<table>
<thead>
<tr>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
</tr>
</thead>
<tbody>
<tr>
<td>NOT</td>
<td>MODERATELY</td>
<td>COMPLETELY</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>RESPONSIVE</td>
<td>RESPONSIVE</td>
<td>RESPONSIVE</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3. How natural did your interactions with the environment seem?

<table>
<thead>
<tr>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
</tr>
</thead>
<tbody>
<tr>
<td>EXTREMELY</td>
<td>BORDERLINE</td>
<td>COMPLETELY</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ARTIFICIAL</td>
<td></td>
<td>NATURAL</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

4. How much did the visual aspects of the environment involve you?

<table>
<thead>
<tr>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
</tr>
</thead>
<tbody>
<tr>
<td>NOT AT ALL</td>
<td>SOMEWHAT</td>
<td>COMPLETELY</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

5. How natural was the mechanism which controlled movement through the environment?

<table>
<thead>
<tr>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
<th>_______</th>
</tr>
</thead>
<tbody>
<tr>
<td>EXTREMELY</td>
<td>BORDERLINE</td>
<td>COMPLETELY</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ARTIFICIAL</td>
<td></td>
<td>NATURAL</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
6. How compelling was your sense of objects moving through space?

<table>
<thead>
<tr>
<th>NOT AT ALL</th>
<th>MODERATELY</th>
<th>VERY COMPELLING</th>
</tr>
</thead>
</table>

7. How much did your experiences in the virtual environment seem consistent with your real world experiences?

<table>
<thead>
<tr>
<th>NOT CONSISTENT</th>
<th>MODERATELY CONSISTENT</th>
<th>VERY CONSISTENT</th>
</tr>
</thead>
</table>

8. Were you able to anticipate what would happen next in response to the actions that you performed?

<table>
<thead>
<tr>
<th>NOT AT ALL</th>
<th>SOMEWHAT</th>
<th>COMPLETELY</th>
</tr>
</thead>
</table>

9. How completely were you able to actively survey or search the environment using vision?

<table>
<thead>
<tr>
<th>NOT AT ALL</th>
<th>SOMEWHAT</th>
<th>COMPLETELY</th>
</tr>
</thead>
</table>

10. How compelling was your sense of moving around inside the virtual environment?

<table>
<thead>
<tr>
<th>NOT COMPELLING</th>
<th>MODERATELY COMPELLING</th>
<th>VERY COMPELLING</th>
</tr>
</thead>
</table>

11. How closely were you able to examine objects?

<table>
<thead>
<tr>
<th>NOT AT ALL</th>
<th>PRETTY CLOSELY</th>
<th>VERY CLOSELY</th>
</tr>
</thead>
</table>

12. How well could you examine objects from multiple viewpoints?

<table>
<thead>
<tr>
<th>NOT AT ALL</th>
<th>SOMEWHAT</th>
<th>EXTENSIVELY</th>
</tr>
</thead>
</table>
13. How involved were you in the virtual environment experience?

|________|________|________|________|________|________|________|
| NOT | MILDLY | COMPLETELY |
| INVOLVED | INVOLVED | ENGROSSED |

14. How much delay did you experience between your actions and expected outcomes?

|________|________|________|________|________|________|________|
| NO DELAYS | MODERATE | LONG |
| DELAYS | DELAYS |

15. How quickly did you adjust to the virtual environment experience?

|________|________|________|________|________|________|________|
| NOT AT ALL | SLOWLY | LESS THAN |
| ONE MINUTE |

16. How proficient in moving and interacting with the virtual environment did you feel at the end of the experience?

|________|________|________|________|________|________|________|
| NOT | REASONABLY | VERY |
| PROFICIENT | PROFICIENT | PROFICIENT |

17. How much did the visual display quality interfere or distract you from performing assigned tasks or required activities?

|________|________|________|________|________|________|________|
| NOT AT ALL | INTERFERED | PREVENTED |
| SOMEWHAT | TASK PERFORMANCE |

18. How much did the control devices interfere with the performance of assigned tasks or with other activities?

|________|________|________|________|________|________|________|
| NOT AT ALL | INTERFERED | INTERFERED |
| SOMEWHAT | GREATLY |

19. How well could you concentrate on the assigned tasks or required activities rather than on the mechanisms used to perform those tasks or activities?

|________|________|________|________|________|________|________|
| NOT AT ALL | SOMEWHAT | COMPLETELY |
IF THE VIRTUAL ENVIRONMENT INCLUDED SOUNDS:

20. How much did the auditory aspects of the environment involve you?

|________|________|________|________|________|________|________|
NOT AT ALL  SOMEWHAT  COMPLETELY

21. How well could you identify sounds?

|________|________|________|________|________|________|________|
NOT AT ALL  SOMEWHAT  COMPLETELY

22. How well could you localize sounds?

|________|________|________|________|________|________|________|
NOT AT ALL  SOMEWHAT  COMPLETELY

IF THE VIRTUAL ENVIRONMENT INCLUDED HAPTIC (SENSE OF TOUCH):

23. How well could you actively survey or search the virtual environment using touch?

|________|________|________|________|________|________|________|
NOT AT ALL  SOMEWHAT  COMPLETELY

24. How well could you move or manipulate objects in the virtual environment?

|________|________|________|________|
NOT AT ALL SOMEWHAT  EXTENSIVELY

APPENDIX F

IMMERSIVE TENDENCIES QUESTIONNAIRE
IMMERSIVE TENDENCIES QUESTIONNAIRE  
(Witmer & Singer, Version 3.01, September 1996)*  
Revised by the UQO Cyberpsychology Lab (2004)

Indicate your preferred answer by marking an "X" in the appropriate box of the seven point scale. Please consider the entire scale when making your responses, as the intermediate levels may apply. For example, if your response is once or twice, the second box from the left should be marked. If your response is many times but not extremely often, then the sixth (or second box from the right) should be marked.

1. Do you easily become deeply involved in movies or tv dramas?

   |________|________|________|________|________|________|
   NEVER          OCCASIONALLY           OFTEN

2. Do you ever become so involved in a television program or book that people have problems getting your attention?

   |________|________|________|________|________|________|
   NEVER          OCCASIONALLY           OFTEN

3. How mentally alert do you feel at the present time?

   |________|________|________|________|________|________|
   NOT ALERT       MODERATELY         FULLY ALERT

4. Do you ever become so involved in a movie that you are not aware of things happening around you?

   |________|________|________|________|________|________|
   NEVER          OCCASIONALLY           OFTEN

5. How frequently do you find yourself closely identifying with the characters in a story line?

   |________|________|________|________|________|________|
   NEVER          OCCASIONALLY           OFTEN

6. Do you ever become so involved in a video game that it is as if you are inside the game rather than moving a joystick and watching the screen?

   |________|________|________|________|________|________|
   NEVER          OCCASIONALLY           OFTEN
7. How physically fit do you feel today?

| NOT FIT | MODERATELY FIT | EXTREMELY FIT |

8. How good are you at blocking out external distractions when you are involved in something?

| NOT VERY GOOD | SOMEWHAT GOOD | VERY GOOD |

9. When watching sports, do you ever become so involved in the game that you react as if you were one of the players?

| NEVER | OCCASIONALLY | OFTEN |

10. Do you ever become so involved in a daydream that you are not aware of things happening around you?

| NEVER | OCCASIONALLY | OFTEN |

11. Do you ever have dreams that are so real that you feel disoriented when you awake?

| NEVER | OCCASIONALLY | OFTEN |

12. When playing sports, do you become so involved in the game that you lose track of time?

| NEVER | OCCASIONALLY | OFTEN |

13. How well do you concentrate on enjoyable activities?

| NOT AT ALL | MODERATELY WELL | VERY WELL |
14. How often do you play arcade or video games? (OFTEN should be taken to mean every day or every two days, on average.)

| NEVER | OCCASIONALLY | OFTEN |

15. Have you ever gotten excited during a chase or fight scene on TV or in the movies?

| NEVER | OCCASIONALLY | OFTEN |

16. Have you ever gotten scared by something happening on a TV show or in a movie?

| NEVER | OCCASIONALLY | OFTEN |

17. Have you ever remained apprehensive or fearful long after watching a scary movie?

| NEVER | OCCASIONALLY | OFTEN |

18. Do you ever become so involved in doing something that you lose all track of time?

| NEVER | OCCASIONALLY | OFTEN |

APPENDIX G

GRADING POLICY
# Grading Policy

<table>
<thead>
<tr>
<th>Letter Grade</th>
<th>Coefficient</th>
<th>Score Intervals</th>
</tr>
</thead>
<tbody>
<tr>
<td>AA</td>
<td>4.00</td>
<td>90-100</td>
</tr>
<tr>
<td>BA</td>
<td>3.50</td>
<td>85-89</td>
</tr>
<tr>
<td>BB</td>
<td>3.00</td>
<td>80-84</td>
</tr>
<tr>
<td>CB</td>
<td>2.50</td>
<td>75-79</td>
</tr>
<tr>
<td>CC</td>
<td>2.00</td>
<td>70-74</td>
</tr>
<tr>
<td>DC</td>
<td>1.50</td>
<td>65-69</td>
</tr>
<tr>
<td>DD</td>
<td>1.00</td>
<td>60-64</td>
</tr>
<tr>
<td>FD</td>
<td>0.50</td>
<td>50-59</td>
</tr>
<tr>
<td>FF</td>
<td>0.00</td>
<td>0-49</td>
</tr>
<tr>
<td>NA</td>
<td>0.00</td>
<td>*</td>
</tr>
</tbody>
</table>
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